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Abstract

We have developed a multi-user undo/redo model by extending an existing single-
user undo/redo model. The model, consisting of a semantic model and an implemen-
tation model, is applicable to general multi-user programs including programs offering
both WYSIWIS and WYSINWIS interaction, floor control and concurrent interaction,
and atomic and non-atomic broadcast. The semantic model constructs the command
history of a particular user by combining all commands, including both local and remote
commands, whose results were made visible to that user. It allows a user to undo/redo
corresponding commands in the command histories of all users of a program. Moreover,
it allows a user to undo/redo arbitrary commands in a command history including com-
mands executed by other users and commands that explicitly transmit information to
other users. The implementation model divides the task of implementing undo/redo be-
tween generic dialogue managers and application programs. It divides application pro-
grams into three increasingly complex classes and requires increasing levels of undo/redo
awareness from these classes.

1 Introduction

Undo/redo is an important interactive feature whose absence seriously degrades the
usability of an interactive program. It provides automatic support for recovery from
user errors and misunderstandings as well as a mechanism for exploring of alternatives
[13]. Tt is offered in some form or another by most popular single-user programs [1,
4,5, 7,8, 10, 13, 14, 15, 16, 17]. But none of the multi-user programs known to use
offer this feature, although it is crucial in a group setting, for several reasons. First,
features available to users in the single-user case must also be available in the multi-
user case. Otherwise users hesitate to use and adopt new environments. Moreover.
in the multi-user case, the potential cost of an individual user’s mistake 1s multiplied
many times because it can adversely affect the work of a large number of collaborative
users. Furthermore, in a collaborative setting, the number of alternatives to be explored
increases due to presense of many users. Finally, users of a multi-user program can



make new kinds of errors, which we call “coupling errors”, by sharing the results of
their commands with the wrong subset of users.

One reason for the absence of undo/redo from previous multi-user user-interfaces is
the lack of semantic and implementation undo/redo models for multi-user programs.
Therefore, we have developed first-cut versions of these models. The semantic model
determines how command histories of the users of a multi-user program are constructed,
which commands are undone/redone by an undo/redo request from a particular user,
and which users can undo/redo a command. It is an extension of the linear single-
user undo/redo model [1]. Tt constructs the command history of a particular user by
combining all commands, including both local and remote commands, whose results
were made visible to that user. Tt allows a user to undo/redo corresponding commands
in the command histories of all users of a program. Moreover, it allows a user to
undo/redo arbitrary commands in a command history including command executed by
other users and commands that explicitly transmit information to other users.

The implementation model offers programmers a framework for implementing our
semantic model for a particular multi-user program. It divides the task of implementing
undo/redo between generic dialogue managers provided by the system and application
programs written by programmers. The model classifies application programs into
three increasingly complex classes according to how they respond to user commands
and requires increasing levels of undo/redo awareness from these classes of programs.

These models are applicable to multi-user programs offering a variety of function-
ality, coupling, concurrency control, and broadcast schemes. In particular, they are
applicable to multi-user text and graphics editors, spreadsheets, mail programs, and
code inspectors; coupling schemes offering WYSIWIS (What You See Is What T See)
and WYSINWIS (What You See Is Not What I See) interaction; concurrency con-
trol schemes offering floor control and concurrent interaction; and broadcast schemes
supporting both atomic and non-atomic broadcast.

We have implemented these models as part of a system called Suite. In this paper,
we motivate, describe, and illustrate our (semantic and implementation) undo/redo
model using the concrete example of Suite. The remainder of the paper is organized
as follows. Section 2 defines and illustrates the single-user undo/model used as a basis
for our model. It also introduces an example, which is used throughout the paper
to illustrate the various properties of our model. Section 3 and Section 4 motivate,
describe, and illustrate the semantic and implementation components, respectively, of
our model. Section 5 presents conclusions and directions for future work.

2 Single-User Interactive Undo/Redo

Our multi-user undo/redo model is based on a minor variation of the linear single-user
undo/redo model [15]. The model maintains a history list of executed commands and
provides undo/redo/skip commands. These commands are metacommands, that is,
they are themselves not added to the list. Each command in the command list has a
status associated with it which can be ezecuted, undone or skipped. In addition, the
model defines a current command pointerto point to a command in the list. When a new
command is executed, it is inserted in the history list after the current command pointer
and the pointer is then set to the new command. The undo metacommand undoes the
command pointed to by the current pointer(if it has been executed) and moves the



current command pointer to the previous command. The redo metacommand executes
the command after the current command pointer(if such a command exists) and sets
the pointer to the command just redone. The skip command marks the command
after the current command pointer as skipped if it is currently undone and moves the
pointer to the skipped command. In addition, each metacommand also sets the status
of the command on which it operates. To illustrate this model and our extensions to
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Figure 1: Single-user text editing: Initial display

it, consider an interactive session with a Suite dialogue manager. Figure 1 shows the
initial display in a single-user text editing session in Suite. The history list is initially
empty and the initial text is shown with the fields initialized to 0. ' Figure 2 shows
the dialogue manager display and the history list after the user edits two fields in the
dialogue manager by moving the cursor there and inserting text. ? 3 As each command
i1s executed, it 1s appended to the history list. In the history list display, the last
command is displayed in detail while all other commands are elided. *
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Figure 2: Single-user text editing: After editing

Figure 3 shows the dialogue manager and the history list after executing the undo
command. As each undo is executed, the last executed command in the history list is

'In suite, users do not edit simple lines of text. Instead, the dialogue manager display consists of a
number of labeled fields and the user edits the text of these fields. But this is irrelevant to our present
discussion.

2Tt is not conventional to treat MoveCursor as a command in text editors. However in Suite, a number
of other actions can be tied to the moving of the cursor. Thus, Suite must treat MoveCursor as a command.

#Successive InsertChar commands are combined together in to a single InsertChar command.

*We use a Suite dialogne manager to display the history list. The Suite dialogne manager provides
facilities for eliding, and displaying different portions of the display in different fonts.



marked undone and the effects of the command execution are removed from the dialogue
manager display. Executing two more undo commands returns the dialogue manager
to the state represented by Figure 1 with all four commands undone, while issuing two
redo commands returns the dialogue manager to the state depicted in Figure 2.
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Figure 3: Single-user text editing: After undo

3 Designing Multi-User Undo/Redo

In this section, we incremently motivate, describe and illustrate the major components
of our model:

e construction of command histories using local and remote commands whose effects
are visible.

e unique identification of commands in command histories for coordinated undo/redo.
e ability to undo/redo an arbitrary command in the command history.

e undo/redo of communication and computation commands.

3.1 Basic Multi-User Undo/Redo

Here is a definition of a multi-user undo/redo model, which is a simple extension of
the single-user undo/redo model above: To build the command histories of users, all
commands are shared by every user and commands appear in the same sequence in all
command histories. When an undo/redo command is executed, the last command in
every command history is undone/redone.

We illustrate the model by using the example of a multi-user text editing session in
Suite. Figure 4 shows command lists and dialogue manager displays of two collaborating
users. User rxc is the active users and executes all commands. When user rxc issues
an undo, the resulting state is shown in Figure 5. Note that the last command has been
undone in both the command histories.

3.2 Corresponding Commands

The model above assumes that all command histories have commands in the same order.
This requires the availability of an atomic broadcast facility or assumes floor control
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model of interaction. Certain systems do not have(or use) an atomic broadcast facility.
Some of these systems also allow simultaneous execution of commands by multiple users.
In such a system, when two commands are executed by different users, the system can
not guarantee that they are received in the same order by all users. Thus commands
may be ordered differently in different command lists and therefore the last command
may be different in command histories of different users. Now, when a user issues
an undo/redo command, it may operate on different commands in different command
lists(since the last command in different lists is not the same). But this may not be
the same command for all users. In short, chaos would result with different commands
being undone/redone for different users in response to an undo/redo request.

Our solution to this problem is to provide a way to identify all copies of a command in
different command histories with a unique identifier. Then semantics of undo/redo need
no longer depend upon all command histories having the same last command. When
an undo/redo is executed, the last command in the local command history is undone
and a request is sent to all other users to undo/redo the corresponding command in
all the other command histories. The correspondence between commands in different
command histories is established by using the unique identifier associated with each
command.

3.3 Undo by Reference

Now consider a system that also allows execution of undo/redo commands concurrently
with other command execution. In such a system, when a user issues an undo to request
the undoing of the last command in his command history, between the time the decision
to invoke undo 1s reached and the undo is invoked, a new command may be executed by
another user and becomes the last command in the command history. According to our
model so far, when an undo is invoked, this is the command that is undone when the
undo is invoked. Thus our current model of undo/redo that always undoes/redoes the
last command is not entirely satisfactory in such a system. For illustration, consider the
multi-user text editing session depicted in Figure 6. Suppose user pd decides to undo
the last command in the command list, but before he can execute the undo command,
user rxc executes a number of new commands as shown in Figure 7. Now if user pd
executes the undo, the Elided command gets undone instead of the desired command
InsertChar.

We rectify this problem by slightly modifying our undo/redo model so that a user
can indicate by marking a command in the command list, which command he wants
undone/redone. When an undo/redo command is invoked, it checks if a command in
the command list has been marked. If a command is marked, that command is un-
done/redone. Otherwise, as before, the last command is undone/redone. Thus even
if the referenced command is not the last command, this 1s the command that i1s un-
done/redone. To maintain the correctness of the interface state with respect to its com-
mand history, when a non-last undo/redo is requested, first all intervening commands
in the command list are undone, then the referenced command is undone/redone and
skipped, and finally all other commands are restored to their previous status.

We illustrate our modified undo/redo model with a continuation of the previous ex-
ample. In Figure 6, user pd indicates the command to be undone by selecting it. Then
even if new commands are appended to the command list(Figure 7), the desired com-
mand can be undone by invoking the undo operation while the appropriate command
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is selected(Figure 8).

3.4 Selective Command Sharing

Now consider a system that provides the flexibility to choose with whom to share results
of executed commands. In such a system, results of all commands are not shared with
all users. If the system continues to insert all commands in every user’s command list,
the state of different user’s interfaces would be different , whereas users expect that if
their command histories are identical then so should be the state of their user interfaces.

In such a system, we construct command history of each interface by including only
those commands whose results are shared with that user. Thus commands whose effects
are shared with only a subset of users appear in the commands history of that subset
of users only. One such interaction is shown in Figure 9.

In this figure, user pd executes a command whose results are shared with other users
only upon explicit request. Thus the InsertChar command that edited the Travel
field is not shared with user rxc. Therefore, using our new command sharing policy,
the InsertChar command does not appear in the command list of user rxc. This
semantics of command sharing results in different histories for users who do not share
result of all commands. How can our undo/redo model be applied to this scheme?

Consider what happens when user rxc executes an undo. The last command in
the history list is the UnSelect command which should be undone. But note that
UnSelect is not the last command in the command list of user pd. Fortunately, using
the unique identifiers assigned to commands, our existing undo/redo model can easily
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Figure 9: Selective Command sharing

determine corresponding commands in command histories of all users. By extending our
undo/redo model to require coordinated undo of corresponding commands in different
command histories is sufficient to provide the desired semantics. Specifically, the undo
command undoes the last command(unless it is an undo-by-reference) in the command
history of the issuer of undo and in addition requests undoing of the corresponding
commands at the interfaces of all other collaborating users that share the command.

As illustrated in Figure 9, due to non-WYSIWIS nature of coupling, the command
required to be undone at the interface of user pd is not the last command. To undo
the desired command without affecting the semantics of other commands, the request
is treated as semantically equivalent to a set of user actions where the local user succes-
sively undoes commands until the desired command is undone, then skips the specified
command and redoes the rest of the commands in the interface. This scheme for un-
doing the not-the-last command is similar to the undo-by-reference command seen in
the last section. This semantics of the undo command in the non-WYSIWIS coupling
scheme is shown in Figure 10.

3.5 Undo/Redo of Collaboration and Computation Commands

So far, our model has addressed undo/redo of only the commands that change the user
interface state. In general, multi-user programs also provide (a) collaboration commands
commands that request communication of values to other users, (b) computation
commands : commands that request carrying out of computation. A general multi-user
undo/redo model must define the semantics of undo/redo on these commands.
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Our model of undo/redo provides support for undo/redo of not only interface com-
mands but also collaboration and computation commands. We illustrate how the model
handles these commands with examples.

The only effect of a transmission command is to share results with other users. What
results are shared and with whom is determined by the coupling scheme. Thus the actual
effect of transmission commands depends upon the coupling scheme. Since undoing of
a command requires us to undo all the effects of a command, undoing a transmission
command requires that the effects of sharing be removed. As an example, Figures 11
and 12 demonstrate the effects of executing and undoing the Transmit command in
Suite. Specifically, Figure 11 shows that the effect of the Transmit command is to
transmit the result of the previous InsertChar command to a collaborating user. Thus
undoing of the Transmit command removes the effect of sharing the command.

A computation command computes values and updates the interface state. What
computations are carried out and what values are changed in the interface as a result
of a computation depends upon the actual computation being invoked. °

Continuing with our example, consider the interaction of Figure 13 in which one
of the users edits the displayed data and executes the Accept command, which is a
computation command in Suite. As a result of this command, the entity being edited
computes and updates the values in the fields IndirectCosts and Total. Since we
associate these changes in the display with the Accept command, undoing of the Accept

°In our system, it is possible to remove all effects of a collaboration command, but it is not always
possible to remove all effects of a computation command. In the next section we discuss how effects of
general computation can be reversed.
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Figure 11: Effects of a Transmit Command
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command also undoes the updating of the displays that occured(Figure 14).

Note that upon undoing, although the effects of the coupling are undone, the com-
mand sharing effects(namely the presense of the command in the remote command list)
is not undone. This is the desired result since in single-user undo mode, the undo of
the command removes the effects of the command, but does not remove the command
from the command list.
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Figure 13: Effects of an Accept command

4 Undo/Redo Implementation Model

One approach to implementing the undo/redo semantics described above is to require
each program to implement all aspects of the model. However, this makes the over-
head of supporting undo/redo for a program very high. Therefore, we have devised a
high-level implementation model which divides the responsibility of undoing/redoing
commands between application programs and the system. This model is based on the
Suite model for multi-user programs, which divides the responsibility of “doing” com-
mands between the application program and the system.

Suite divides a multi-user program into an application program and multiple generic
dialogue managers, each of which interacts with a particular user [2, 3]. To illustrate
the Suite multi-user program model, consider how the multi-user program described in
the previous section is implemented in Suite. The application program presents a set of
active values for editing to the the system supplied dialogue manager. The application
program also associates update handlers to react to changed values of active values.
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Figure 14: Undo of an Accept command

When a user edits an active value and commits it, the dialogue manager invokes the
appropriate update handler to inform the application program of the changed value.
All functional aspects of the multi-user program are carried out by computations in the
update handler. Below we show the update handler of the program described in the
previous section.

typedef struct {
int Salary, Travel, Equipment;
int IndirectCosts, Total;

} Budget;

void UpdateBudget(name, val)
char *name; Budget *val;
{
val->IndirectCosts = (val->Salary + val->Travel) * OVERHEAD;
val->Total = val->Salary + val->Travel + val->Equipment + val->IndirectCosts;
Dm_Update ("ExampleBudget", "Budget'", val);
}

We support our model of undo/redo by undoing/redoing the actions taken by dia-
logue managers as well as the application programs in response to a user command. For
a multi-user program to implement the multi-user undo/redo model, the program need
only provide support for the undo/redo of actions it takes when its update handlers
are called. If these actions cannot be undone/redone, the usefulness of the undo/redo
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model is restricted only to multi-user text editing.

To ease the burden of application programs from having to keep track of all actions
they invoke, Suite has augmented the dialogue manager-application program interface
with an update undo handler. The application programs must implement update undo
handlers as inverses of the corresponding update handlers. The update undo handler is
invoked by a dialogue manager when a command is undone whose execution resulted in
the invocation of the update handler. Thus the responsibility of an application program
in supporting the undo/redo model reduces to providing update undo handlers. All
other aspects of the undo/redo model are handled by system supplied components.

We can classify the application programs according to the kind of operations they
invoke in their update handlers. This also determines how much effort the programmer
of an application program has to expand.

4.1 Undo Unaware Programs

If an application program carries out computation after receiving changed values from
a dialogue manager but does not maintain any state information itself, the task of
undoing is made very easy. In such an application , state changes are made only in the
state of dialogue managers interacting with the application program. As illustrated in
the previous section, the undo support necessary for such updating of dialogue manager
displays is automatically provided by the dialogue manager. Thus application programs
in this class do not need to participate in any undo/redo handling and are termed undo
unaware application programs. The application whose update handler is presented
above is one such program.

4.2 State Caching Programs

Often a program needs to cache the value of the active values in its own data. For
instance, in our example the program needs to keep a copy of the values being edited to
support a program, GetLatestBudget, that can fetch the latest active values from the
application program. To support such a function, the update handler needs to copy the
changed values into a variable local to the application program. This is shown below
in the modified version of the update handler, where a copy of the updated value is
retained in the program variable ExampleBudget.

Budget ExampleBudget;
void UpdateBudget(name, val)
char *name; Budget *val;
{
val->IndirectCosts = (val->Salary + val->Travel) * OVERHEAD;
val->Total = val->Salary + val->Travel + val->Equipment + val->IndirectCosts;
ExampleBudget = *val;
Dm_Update ("ExampleBudget", "Budget'", val);
b

With such an update handler, it is not sufficient to undo the updating of dialogue
manager displays. Undoing of the Accept command must restore older value of the
active value to the program variable.
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This undoing is easily achieved by cooperation between the dialogue manager and
the application program. We note that the dialogue manager needs to maintain older
copies of the active values for undoing of its own actions. The application program
takes advantage of this by setting the update undo handler to be the same as the
update handler. Thus when an dialogue manager is processing an undo request for a
command that resulted in an update call, it calls the update undo handler. This results
in a call to the update handler which can restore the old value of the program variable.

In this class of programs, the programmer does not need to write any new code to
participate in the undo/redo model. However unlike the undo unaware programs, these
programs need to be aware of update undo handlers, thus requiring a higher level of
undo awareness.

4.3 Undo Aware Programs

Since collaborative applications can be arbitrary programs, sometimes the update han-
dlers needs to carry out other tasks in addition to caching the latest value and updating
displays. Consider the update handler shown below, which makes a record of the active
value in a text file whenever the value is updated.

Budget ExampleBudget;

void UpdateBudget(name, val)
char *name; Budget *val;
{
FILE *fp;
val->IndirectCosts = (val->Salary + val->Travel) * OVERHEAD;
val->Total = val->Salary + val->Travel + val->Equipment + val->IndirectCosts;
fp = fopen("record”, "a");
fprintf(fp, "Salary %4d Travel %4d Equipment %4d IndirectCosts %4d Total %4d\n",
val->Salary,val->Travel,val->Equipment,val->IndirectCosts, val->Total);
fclose(fp);
ExampleBudget = *val;
Dm_Update ("ExampleBudget", "Budget'", val);
b

In general the tasks carried out by an update handler could be arbitrarily complex.

When an dialogue manager attempts to undo a command that resulted in an invo-
cation of an update handler(an accept command), it checks to see if an update undo
handler is defined for the active value. If one is defined, 1t is invoked with the old and
the new copies of the active value for this update handler. In this class of programs, the
update undo handler must arrange to reverse the steps carried out during the update
handler.

Below we show the update undo handler for the update handler shown above. Since
the display updating requests invoked in the update handler are undone by the dialogue
managers themselves, the update undo handler needs to only restore the record file and
the cached value.
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UndoBudget (path, old_val, new_val)

char *path; Budget *old_val; Budget *new_val;
{

int fd; long len;

fd = open("record", O_RDWR);

len = lseek(fd,OL,SEEK_END);

ftruncate(fd, len-69);

close(£fd);

ExampleBudget = *old_value;

}

Such a simple interface for undoing the accept command is possible because of the
controlled dialogue manager-program interface provided in Suite where the program
state can only be updated through the update handlers. These facilities work for most
update handlers but there are applications for which the program must implement it’s
own undo. For example, any update handler that relies on state of the program other
than the updated value must itself arrange to keep logs of such state change because
the dialogue manager can provide no help in such reversal.

So far we have only discussed undoing an update handler invocation. Since the
semantics associated with redo are same as that of reexecuting an update, when an
accept command is redone, the dialogue manager simply reinvokes the update handler.
Thus no other support is required for the redoing of update handler invocation.

5 Conclusion

Undo/redo is indispensable in multi-user interfaces. We have developed a model of
multi-user undo/redo which is useful across a range of coupling schemes, floor control
policies and (atomic and non-atomic) broadcast schemes. We have shown that it is pos-
sible and desirable to partition the support required for multi-user undo/redo between
the interface component and the application program. The result is a general model in
which many application programs have to do little or no work to support the undo/redo
facilities.

Our undo/redo model determines how command histories of the users of a multi-user
program are constructed, which commands are undone/redone by an undo/redo request
from a particular user, and which users can undo/redo a command. As the example
interactions in the paper illustrate, our model has several pleasant properties:

Compatibility Multi-user undo/redo behaves like single-user interactive undo/redo
when only one user is interacting with the system.

Undo/Redo Independence Multi-user undo/redo does not require attention or in-
tervention of all users in a collaborative session. In particular, passive users remain
synchronized with the state of a collaborative session without executing any com-
mands themselves. Thus the model keeps the number of metacommands that
must be executed by users to a minimum.

Collaboration in Undo/Redo It is possible to undo commands issued by other users.
This is a direct analogy of the ability of collaborative users to collaborate by exe-
cuting commands on behalf of other users.
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Automation of Undo Support The model supports automation since it requires lit-
tle or no code to support undo/redo for many programs.

Multi-user undo/redo support described in this paper is only a first step towards
a multi-user undo/redo model. We plan to explore how availability of a multi-user
undo/redo facility may affect design of the access control and concurrency control fa-
cilities of collaborative systems. We also plan to explore how command execution,
coupling schemes and multi-user undo/redo can be combined to provide comprehensive
session management facilities in collaborative applications.

The 1mplementation model described in this paper must rely upon the analysis
by the programmer to determine to which class of application programs a particular
program belongs. We would like to explore whether, with appropriate support from
a compiler, we can automate the task of classifying application programs into one of
the three classes. It would be useful to explore the possibility of further automation of
undo/redo support required from application programs.
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