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Abstract. The managing of variability across products in a software product 
line is one of the most important tasks for successful product line engineering. 
Due to a large number of publications, feature modeling seems to be a popular 
approach used for dealing with variability in product lines. Such popularity 
may lead to the assumption that feature modeling is a universal approach used 
for the management of variability. We require a universal approach to be con-
sistent and scalable; it should provide traceability between variations at differ-
ent levels of abstraction and across various development artifacts; and there 
should be a means for visualizing variability. When critically analyzing the fea-
ture model and some methods using it for variability management, it was real-
ized that many uncertainties and ambiguities exist. In this paper, we identify 
the need for a variability management approach that provides the underlying 
support for feature modeling by fulfilling all the necessary requirements of a 
universal approach. 

1   Introduction 

Product line engineering is an approach that develops and maintains families of prod-
ucts while taking advantage of their common aspects and predicted variabilities [19]. 
A product line infrastructure is developed based on the commonality and variability 
that exists between the products in a family. Commonality defines those characteris-
tics that are the same between products, whereas variability implies the opposite, i.e. 
the differences between the products. 

Managing variations across a number of products and at different levels of abstrac-
tion is a daunting task, especially when the systems supporting various products are 
very large, as is common in an industrial setting. With large systems the necessity to 
trace variability from the problem space to the solution space is evident. Approaches 
for dealing with this complexity of variability need to be clearly established. 

The feature model is one of the most common product line artifacts in literature [2] 
used by various methods as a means for variability management [3][4][6][8][9][15]. 
By going back to its origins, we establish what the initial purpose of the feature 



model was. Observing its popular use, it could be concluded that feature modeling is 
a universal approach used for the management of variability in software product lines. 

We, however, require that a universal approach for variability management is to be 
consistent, scalable, provide traceability between points of variation at different levels 
of abstraction and throughout all development phases, as well as provide a means for 
visualizing variability. Being skeptical about whether feature models are suitable for 
variability management, we critically analyze them with regard to these requirements 
and why they are so widely used. 

Through the analysis it is discovered that the central role of feature models in 
product line engineering is not always clear. Differing versions of feature modeling 
methods exist and are used by various practitioners. Even though the feature model 
provides an excellent means for visualizing variability at a certain level of abstrac-
tion, it is recognized that approaches using the feature modeling method do not fulfill 
all the requirements necessary for managing variability of a large product line. Pre-
senting this as a problem, we look towards establishing a unified approach for vari-
ability management that provides consistency, scalability and traceability, as well as 
support for visualization mechanisms such as the feature model. 

The following section introduces some of the fundamental concepts of a feature 
model. Section 3 describes the essential requirements of a universal approach for 
managing variability across different levels of abstraction. Section 4 shows the analy-
sis results for feature modeling methods. Section 5 presents our conclusions and the 
last section, future work, briefly describes that we look towards using decision mod-
els to define a variability management approach that satisfies all the necessary re-
quirements. The contribution of this paper is in bringing together all the requirements 
for successful variability management and in identifying those that are currently not 
met by feature modeling methods. We set the scene for future research in this impor-
tant area for the software engineers faced with large, industrial-strength product lines. 

2   The Origin of Feature Models 

Domain analysis [4][8] is an activity for identifying commonalities and managing 
variabilities between products defined in the product line scope. During domain 
analysis, a feature model is constructed to display the common and variable features 
of the products in the product line infrastructure. 

A feature, as originally defined in the Feature-Oriented Domain Analysis (FODA) 
method [8], is “a prominent and distinctive user-visible characteristic of a system”. In 
[1], a feature is defined as “a logical unit of behavior that is specified by a set of func-
tional and quality requirements”. Another definition from [12] is, “a feature repre-
sents an aspect valuable to the customer”. 

Features are organized in hierarchical tree-like structures called feature models. 
The idea of a feature model is conceived from the need to present the external or 
user-visible characteristics of a system to the users1, given that the usually modeled 
internal system functions are of no interest to them [8]. Thus, a feature model is the 

                                                           
1 The term ‘users’ implies any interested stakeholder or external system. 



description of a software system’s key capabilities and their inter-relationships, and is 
used as a means for communication between the software engineer and the system 
users. 

From the definitions above, it can be assumed that feature modeling is just as suit-
able for single-system development as for product-line development, since in the 
definition there is no mention of specific application to system families. However, the 
pressing need for a feature model in single-system development has never before 
been recognized. 

Only in connection with system families or software product lines, has it found a 
greater importance. This is due to the fact that the amount of possible system features 
is considerably more to communicate and manage in product line development than it 
is in that of single systems. Therefore, it can be deduced that feature models mainly 
exist to communicate the variable, prominent and distinctive user-visible characteris-
tic between product members of a product line to a user(s). 

In [4], feature modeling is described as being essential in product line engineering, 
given that reusable software artifacts contain inherently more variability than those in 
single system engineering, and that it is the key technique for identifying and captur-
ing variability. [18] defines feature modeling as “a conceptual domain modeling tech-
nique in which concepts are expressed by their features taking into account feature 
interdependencies and variability in order to capture the concept configurability”. 

Variability that is represented in a feature model is realized in subsequent devel-
opment artifacts as variation points. According to [7], “a variation point identifies one 
or more locations at which the variation will occur”. Variation points allow us to 
provide alternative implementations of functional or non-functional features and thus 
may appear at any level of abstraction in the development process, from the require-
ments specification to architecture design, source code implementation and testing. 

For this reason, i.e. that the feature model represents variability between products 
of a product line, it also seems appropriate to use it as a means for managing the 
variability during development. Many methods exist that do attempt to use feature 
models for this purpose. Some of these methods and tools are, to name a few, FODA 
[8], Generative Programming [4], FORM [9], FeatuRSEB [6], FArM [15], and 
CONSUL [3]. 

3   Requirements for a Universal Approach 

To harvest the full benefits of software product lines, variability, specifically the 
variation points and the relationships between them, needs to be managed in an ap-
propriate and consistent way across software development phases. That is, independ-
ent of the level of abstraction or the product-specific context, variation should be 
easily managed in the same way. 

To better understand and therefore also better manage variability, we need to be 
able to describe the many variations between products and their relationships at a 
higher level of abstraction [16]. Many proposals have been made for using feature 
models to manage the variability that exists between products in a software product 
line or family of systems. 



According to [3], methods for supporting variability management need to consider 
the following: 
- Models expressing commonality and variability to support variability manage-

ment need to be simple, yet universal; 
- Variability must be manageable at all levels of abstraction; 
- The introduction of new variability expression techniques should be easily possi-

ble. 
A universal approach needs to possess four important characteristics when being 

considered for managing variability. The approach needs to be consistent, scalable, 
provide traceability between points of variation at different levels of abstraction and 
throughout all development phases, and provide a means to visualize the variability. 
- Consistency: Standardization can prevent confusion and the incorrect usage of an 

approach. Variability should be handled the same way at different levels of ab-
stractions and across development phases. A consistent approach reduces the 
possibility of errors that might occur when using different methods for managing 
variability at different levels of abstraction. 

- Scalability: Whether dealing with only a single component or a large complex 
system, variability must be easily manageable. It is not sufficient for a method to 
be successful in managing variability on a small scale, but it becomes too com-
plex to handle on a larger scale. 

- Traceability: Variability at different levels of abstraction and development 
phases are associated with each other and need to be linked to simplify evolution 
and maintenance of a software product line. These multi-dimensional relation-
ships need to be managed appropriately. 

- Visualization: The visualization of variability and its dependencies between 
products in a product line promotes understandability and provides an overview 
thereof. 

4   Analysis of Feature Modeling Methods 

In order to verify our skepticism towards using feature modeling as a means for man-
aging variability, we analyze the feature modeling methods with regards to the re-
quirements of a universal approach as identified in the previous section, i.e. consis-
tency, scalability, traceability, and visualization. The results are described below. 

4.1   Consistency 

Originally, the FODA method was the first, of many methods to follow, to identify 
features and their dependencies and represent them in a feature model. Since then, 
alterations, enhancements and different notations have been developed and used to 
make up for some or other shortcoming in the original model [3][6][15]. 

Today, there exist various differing approaches to feature modeling which makes it 
difficult to use the model as a standard method for variability management. Several 



methods using feature models for variability management do not address variability 
management at all levels of abstraction. Some approaches only focus on managing 
variability in the problem space [15], whereas others consider variability management 
in the solution space [16]. There are a few methods that do address the management 
of variability across these development spaces, such as in [17], FArM and CONSUL. 
However, these do not use a consistent approach. 

For example, The FArM method mainly focuses on the mapping of features in the 
problem space to the architectural design elements in the solution space, and does not 
explicitly mention the management of variability at other levels of abstraction. In the 
CONSUL tool, feature models are used to represent the problem space in terms of 
commonalities and variabilities, and a newly developed model, the component family 
model, is used to describe the solution space. 

It is necessary to use a simple, clear and unambiguous model for variability man-
agement. Following, are a few examples of more inconsistencies that exist between 
approaches using feature models. 

Relations between Features within the Feature Model. In feature models, features 
are arranged and linked in a hierarchical tree-like structure. The hierarchical relation 
between features has different meanings in different approaches. In [12] it has been 
identified that the hierarchical relation between features is used for refinement, 
decomposition and as a “requires” relation. It is proposed that features are firstly 
arranged hierarchically by the composition rules, i.e. the “requires” relation, and 
thereafter by other relations. 

In FODA, features are linked to each other according to aggrega-
tion/decomposition, and generalization/specialization relations. “The structural rela-
tionship consists of, which represents a logical grouping of features, is of interest” 
[8]. However it is not clear as to which type of relationship is most important. 

Feature Categorization. All existing methods seem to agree upon the notion of a 
mandatory feature. The problem lies with defining the different selections of a set of 
variable features. 

In FODA the term “alternative features” is used to “indicate that no more than one 
specialization can be made for a system” [8], i.e. from a set of variable features only 
one must be chosen. In [6] or- and xor-features have been categorized as “variant 
features”. The former defines a selection of one or more features from a set, and the 
latter mutually exclusives features in a set. In [12], all features are designated as op-
tional, and sets of variable features are assigned multiplicities to enable the relevant 
feature selection.  

Additionally, some have identified the need for other feature categorizations, such 
as, external features as in [17]. Even higher-level categorizations have been sug-
gested, such as capability, operating environment, domain-technology, and imple-
mentation technique features in FODA, or functional, interface and parameter fea-
tures as in [12]. 



Relations between Features and Other Development Artifacts. Features are 
classified at a higher level of abstraction than that of requirements, and can therefore 
be used as constructs to group related requirements. In [12] it is stated that there is a 
1-to-n relationship between requirements and features, where in [17] they say that 
there is a n-to-n relationship between them, i.e. a requirement may apply to several 
related features in a set and a particular feature may meet more than one requirement. 
This inconsistency is described in more detail in section 4.3 

Feature Dependencies. Dependencies that exist between features in a feature model 
are dealt with differently in various methods. In the FODA approach dependencies 
between features are described as composition rules accompanying the feature 
diagram, whereas in [12] the dependencies are modeled by connecting the dependant 
features with each other on the feature diagram self. Another approach deals with 
feature dependencies in separate diagrams altogether [5]. 

Graphical Notation. There exist various different or enhanced graphical notations 
for modeling features and representing them in a diagram. Even though each one 
differs from the other, some use the conventional notation with circles and arcs 
[8][4][12], whereas others use a UML based notation [6][17]. 

4.2   Scalability 

Scalability is defined by [20] as, “how well a solution to some problem will work 
when the size of the problem increases”. Thus far, many example systems, used in 
literature to illustrate the use of feature models in variability management, have been 
rather small [10][12][16][17] compared to the enormous systems that do exist in or-
ganizations. 

When applying feature modeling techniques to illustrate variable features and their 
inter-dependencies of a number of large product-members, the feature model rapidly 
increases in size to such an extent that it becomes too complex to manage and impos-
sible to keep an overview. The problem usually lies with the many relationships and 
dependencies that may exist between variable features. Trying to represent them all 
together results in a convoluted model that is difficult to read and understand. 

Attempts have been made to deal with this problem of scalability by adding new 
context-specific models or adjustments to complement the feature model as in [5] and 
[15]. These usually only provide a solution within a given context, and are therefore 
not appropriate for standardization. 

Some model various feature diagrams representing smaller sub-domains at differ-
ent levels of abstraction as in [9] and [17], therefore only having to have to deal with 
smaller feature model-”views” and not with one large model. This would resolve the 
complexity and overview issue. However, it is unclear how the relationships between 
features across different “views” are managed. 



4.3   Traceability 

Traditionally a decision as to weather a certain characteristic is included in a product 
or not was made during requirements specification and the software product was 
designed accordingly. However, with the development of a product line, these deci-
sions need to be delayed as long as possible in the development process, or at least to 
the point where it is most beneficial to an organization [17]. This means that variabil-
ity must be considered and managed at each development phase, from the initial re-
quirements to the final implementation. 

Traceability provides a link for dependencies between artifacts, amongst others, 
requirements specification, architecture design, source code, and test plans, created 
during different phases of product line development. Well established traceability 
improves the comprehension of the product line infrastructure and its product-
members’ development, and provides support for their evolution and maintenance 
[14]. 

The issue of tracing variability between models at different levels of abstraction is 
directly related to the feature interaction problem, described by [6] as follows. “The 
problem is that individual features do not typically trace directly to an individual 
component or cluster of components – this means, as a product is defined by selecting 
a group of features, a carefully coordinated and complicated mixture of parts of dif-
ferent components are involved”. This implies an n-to-n relationship between features 
and components, or design elements. 

There have been contradicting reports about the relationship between requirements 
and features in a feature model. In [17] it is mentioned that there is an n-to-n relation-
ship between features and requirements, meaning “that a particular requirement may 
apply to several features in the feature set and that a particular feature may meet more 
than one requirement.” Whereas [12] and [13] state that there is an n-to-1 relationship 
between requirements and features. Since features are an abstraction of requirements, 
there are at least one or more requirements linked to one feature. See figure 1.  

Feature

Requirement Design 
Element

Implementation 
Item

1..*

1..*

1 1..*

1..*

1..* 1..*

 

Fig. 1. Relationships between features and other development artifacts (taken from [12]) 

There are methods that attempt to map features to the architecture or design ele-
ments, i.e. FeatuRSEB and FArM. However, the former does not fulfill the require-
ment of scalability. Both do not address traceability of variability between artifacts 
other than the feature model and the architecture. In [14], for example, traceability is 
implemented by using the Javadoc tool to link source code to various other types of 
documentation. A drawback of this approach is that it is language-dependant, and it 



has not yet been established how to link artifacts that are not text-based, such as fea-
ture models, to text-based and other artifacts. 

In order to manage variability between artifacts at different levels of abstraction, it 
is necessary for traceability links to represent a 1-to-1 relationship between all arti-
facts developed in the problem space and the solution space. However, this is hardly 
possible with the many cross-cutting features, for example security, that exist in and 
across products. Figure 2 illustrates that in order to achieve this type of relationship 
between all artifacts, a specific intermediate model is needed that can record the indi-
vidual relationships and provide the appropriate mappings. 

Artifact in 
Problem Space

Artifact in 
Solution Space

1..*

1..*

?

Artifact in 
Problem Space

Artifact in 
Solution Space

1..*

1..*

1

1

 

Fig. 2. Relationship between artifacts in problem space and solution space 

4.4   Visualization 

As already established in section 2, the main role of the feature model was to repre-
sent the variability between products in a product line to a user. The graphical repre-
sentation of hierarchically organizing variable features and their related sub-features, 
in order to provide an overview and increase understandability of variability, is a 
good means for visualizing variability. 

5   Conclusions 

Feature models play a central role in many methods that have been established for 
variability management. We have identified that the feature modeling approach has a 
number of weaknesses and inconsistencies, and methods using them for variability 
management do not satisfy all the needed requirements. 

Although the benefit of using the feature model as a means to visualize and com-
municate software product capabilities to a user is clear, it is not truly suited as a 
general means for managing variability. Especially where a clear and properly de-



fined approach is necessary, vague definitions such as “a feature is any end-user visi-
ble characteristic of a system” or “a feature represents an aspect valuable to the cus-
tomer“ are not sufficient. Also, as said in [10], “the fuzzy nature of features makes it 
difficult to formalize its precise semantic, validate results, and provide automated 
support.” 

The fact that there have been many extensions and alterations to the approach 
shows that it lacks some of that which the user seeks to accomplish when using it. We 
are not claiming that the feature model has no place in the development of software 
product lines. However, we do recognize the need for a universal approach that not 
only provides the means for visualizing variability, but can be consistently used at a 
generic level, is scalable, and provides traceability between all product line artifacts. 

6   Future Work 

The conclusions of the previous section have led us to further investigate methods for 
variability management that fulfill the requirements of a universal approach. Based on 
the concepts of variability management as described in [1] and [11], we look towards 
using decision models as a means to capture, describe and manage variability in soft-
ware product lines across all levels of abstraction and throughout all development 
phases. The decision model is described as capturing the relationships between varia-
tion points. A decision can be described as being a variation point that typically con-
strains the resolution of other variation points. The role of the decision model is to 
define how the variant features relate to certain high-level decisions that characterize 
the distinction between members of the product line. Although not yet formally veri-
fied, work is progressing to prove that the decision modeling approach will fulfill the 
requirements necessary for variability management, and at the same time can be used 
to visualize variability in similar ways as the popular ones known from feature mod-
els. 
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