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ABSTRACT
Context is an important, yet poorly understood and poorly
utili zed source of information in interactive computing. It
will be of particular importance in the new mill ennium as
users move away from their desktops and into settings
where their contexts are changing rapidly. Context is
diff icult to use because, unlike other forms of user input,
there is no common, reusable way to handle it. As a result,
context-aware applications have been built i n an ad hoc
manner, making it diff icult to build new applications or
evolve existing ones. To make it easier to build these
applications, we have created the Context Toolkit, a toolkit
that provides some important abstractions and support for
the field of context-aware computing.

INTRODUCTION AND MOTIVATION
In human-human interaction, a great deal of information is
conveyed without explicit communication. Gestures, facial
expressions, relationship to other people and objects in the
vicinity, and shared histories are all used as cues to assist in
understanding the explicit communication. These shared
cues, or context, help to facilit ate grounding between
participants in an interaction [3]. We define context to be
any information that can be used to characterize the
situation of an entity, where an entity can be a person,
place, or physical or computational object.

In human-computer interaction, there is very littl e shared
context between the human and the computer. Context in
human-computer interaction includes any relevant
information about the entities in the interaction between the
user and computer, including the user and computer
themselves. Humans naturally provide context in the form
of signs of frustration or confusion, for example, but
computers cannot sense or use it. We define applications
that use context to provide task-relevant information and/or
services to a user to be context-aware. For example, a
context-aware tour guide may use the user’s location and
interests to display relevant information to the user [1].

In the past few years, there has been a tremendous increase
in the use of handheld computers. In the next mill ennium,
we will continue to see users move away from a traditional
desktop-computing environment. Users will be increasingly
mobile, using more handheld devices and interacting with
computationally-enhanced environments, as we move
towards Weiser’s vision of ubiquitous computing [8]. In
these mobile settings, a user’s context, such as her location
and the people and objects around her, is more dynamic.
Both handheld and ubiquitous computing have given users
the expectation that they can access information services
whenever and wherever they are. With a wide range of
possible user situations, we need to have a way for the
services to adapt appropriately, taking into account the
user’s context, in order to best support the human–computer
interaction.

CURRENT STATE OF CONTEXT-AWARE COMPUTING
Past research in context-aware computing has shown the
value of using context in interactive applications. The use
of context allows an application to be tailored to a user’s
specific situation [4,7], providing increased benefits to the
user.

The increased availabilit y of commercial, off- the-shelf
sensing technologies is making it more viable to sense
context in a variety of environments. The prevalence of
powerful, networked computers makes it possible to use
these technologies and distribute the context to multiple
applications, in a somewhat ubiquitous fashion. So what has
hindered applications from making greater use of context
and from being context-aware?

A major problem has been the lack of uniform support for
building and executing these types of applications. Most
context-aware applications have been built i n an ad hoc
manner, heavily influenced by the underlying technology
used to acquire the context. This results in a lack of
generality, requiring each new application to be built from
the ground up. To enable designers to more easily build



context-aware applications, there needs to be architectural
support that provides the general mechanisms required by
context.

REQUIREMENTS OF CONTEXT
At first glance, one might suggest that we deal with context
in the same manner that we deal with explicit user input
such as keyboard and mouse activity in a graphical user
interface (GUI). However, upon further investigation, we
can identify three important distinctions between dealing
with context and dealing with user input. These distinctions
between context and user input drive the requirements for a
toolkit to support the development of context-aware
applications.

The first distinction is that in traditional desktop computing
applications, the source of user input is from a single
computer, but with context-aware applications, the source
of context is from many, distributed computers. Both user
input and context require abstractions to separate the details
of the sensing mechanisms from the use of the sensed
information. A second distinction is that the use of context
requires additional abstractions because context is often not
in the form required by an application. For example, a
keyboard provides the character-level input that an
application requires. But, a global positioning system (GPS)
provides location information in latitude-longitude format,
whereas a context-aware application may require the name
of the street the user is on. A third distinction is that GUI
widgets that acquire user input belong to the application
that instantiated them, whereas components that acquire
context do not belong to an application, but instead execute
independently of an application. This independence is
required because context acquisition components must
often provide context information to multiple context-aware
applications running simultaneously.

CONTEXT TOOLKIT
We have built a toolkit in Java that addresses the
distinctions between context and user input. The toolkit
enables application developers to built context-aware
applications. It consists of three main abstractions:

• Widgets. Just as GUI widgets mediate between a user
and an application, context widgets mediate between a
user and the environment [6]. Context widgets
encapsulate information about a single piece of
context, such as location or activity, for example. They
provide a uniform interface to components or
applications that use the context, hiding the details of
the underlying context-sensing mechanisms. Widgets
support traditional poll and subscription mechanisms.

• Aggregators. Context aggregators can be thought of as
meta-widgets, taking on all capabiliti es of widgets, plus
providing the abilit y to aggregate context information
of real world entities such as users or places. By acting
as a gateway between applications and elementary

widgets, aggregators hide even more complexity about
the context-sensing mechanisms.

• Interpreters. A context interpreter is used to abstract
or interpret low-level context information into higher
level information. For example, identity, location, and
sound level information could be used to interpret that
a meeting is taking place.

The toolkit makes the distributed nature of context
transparent to context-aware applications. Applications do
not need to know whether these context components are
being executed remotely or locally. All of the components
share a common communications mechanism (XML over
HTTP) that supports the transparent distribution. These
components run independently of any single application,
allowing them to be used by multiple applications. Figure 1
shows an example configuration of the Context Toolkit in
support of a context-aware application.
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Figure 1: Sample configuration of context components.
Arrows indicate data flow.

CURRENT STATUS AND FUTURE RESEARCH
The goal of our research is to provide a toolkit that makes it
easier for application developers to use context. The toolkit
will enable developers to add context to applications that
are not context-aware and to increase the use of context in
applications that are already context-aware. We have
completed the first public version of our context toolkit and
it is being used by members of our research group as well
as by other research institutes.

A number of applications have been built that demonstrate
the usefulness of the Context Toolkit:

• an In/Out Board that displays which members of our
research group are in the building [6];

• an information display that shows relevant information
to the user standing in front of it [6];

• a context-aware maili ng list that delivers email only to
those list subscribers who are currently in the building;

• an augmented electronic whiteboard that begins
recording handwriting and audio when it detects the
presence of users in front of it. The user information is



also used to aid in retrieval of the captured session at a
later time; and,

• a Conference Assistant, that aids a conference attendee
in determining what presentations are of interest to her,
in capturing the presentation and taking notes, in
maintaining an awareness of their colleagues, and in
retrieving their notes [4].

We are currently attempting to identify a design process
and a set of heuristics for building context-aware
applications. We are working on extensions to the Context
Toolkit that include support for dealing with uncertain or
ambiguous context data and for controlli ng access to
personal/private context data. We plan to study context-
aware application developers to determine whether the
Context Toolkit makes it easier to develop context-aware
applications and whether their context solutions are
reusable by other developers.

The Context Toolkit is available for download at
http://www.cc.gatech.edu/fce/contexttoolkit.
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