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Abstract The shortening of product realization times and
the increase of product complication require multidisciplin-
ary experts to cooperate dynamically and closely in the
whole product development lifecycle, behavior that has
been previously unfamiliar. To further improve the design
cooperation efficiency under this environment, this paper
presents a novel cooperative design architecture using
revolutionary Internet, agent, and semantic Web technolo-
gies. Based on the concept of service provision, intelligent
Web-agent groups act as the function backbone to organize
the service-based running of the system. Multidisciplinary
product development units can be dynamically formed and
configured in a knowledge-integration perspective. The
layer-based architecture encapsulates distributed knowledge
at a higher abstract level and coordinates lifecycle activities
from different domains. Semantic-rich service expression
and intelligent service accessing through agent mediation
make the system more flexible. Within this dynamic
cooperative environment, all of the participants involved
and their distributed knowledge can be integrated as a
whole to achieve more efficient and more intelligent design
cooperation.
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1 Introduction

In today’s highly competitive market, product development
times have gradually become the most important factor for
achieving product success. While at the same time as the
constantly increasing requirements for product variety, cost-
effective solutions and customer satisfaction have made the
product development process more and more complex.
Under this environment, individual companies, especially
the small- and medium-sized companies, no longer need to
have the breadth of knowledge and capability to understand
all of the aspects along the product realization chains.
Therefore, strategic alliances that share knowledge/exper-
tise and hardware/software resources, and that could
cooperate more tightly in product development processes
are much needed, as are the research of architectures and
technologies concerned with product development collabo-
ration under these conditions.

Confronted with this dynamic and distributed collabora-
tion requirement, this research uses multi-agent theory and
state-of-the-art semantic Web technology to construct a
novel scalable environment that can cover the whole
product development lifecycle for collaborative injection
mold product development. Some key issues of this
environment are also discussed and a prototype system is
developed to give practical validation of the theory.

Web technology and agent technology, as two of the
most prominent technologies, are widely adopted to
develop numerous distributed cooperative design systems.
Madefast [1] was an initiative program that facilitated
communication and collaboration in the cooperative design
Web space. Web-related technologies were also used in
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DFX [2], product data management [3], and early supplier
involvement [4] for concurrent design participation. At a
much higher level, some Web-based projects were accom-
plished to achieve distributed knowledge integration in
collaborative design. Zhou et al. [5] proposed a distributed
product-oriented knowledge source provider. The means for
knowledge representation, acquisition, and utilization in the
Internet collaborative design network were given in [6, 7].
Chin et al. [8] presented some methods for the efficient
search of distributed knowledge resources. A Web-based
platform-independent software framework to integrate
software resources into an open design/manufacturing
system was developed in [9]. Kulkarni et al. [10] used
XML to facilitate the effective management of distributed
resources. Furthermore, dynamic resources were also
integrated in the form of loosely coupled services in
collaborative design to leverage more system flexibility.
Wang et al. [11] utilized service type agents to realize a
Web/agent-based collaborative design environment. Web
services were preliminarily used in PLM [12] and CPC
[13]. Aziz et al. [14] employed the semantic Web initiative
data formats RDF in a decentralized design environment,
but they did not consider them from a service perspective.

On the other hand, the agents used in distributed
collaborative design often took the view of autonomy and
interaction. The topics mainly covered include the interac-
tion and control of systems [15], system interoperability
[16], knowledge collaboration [17], and conflict manage-
ment [18]. They can better supplement the Web in an
intelligent and coordinated way.

In the area of die and mold design, most papers focused
on specific intelligent design support expert systems [19].
Some researches have been done on the collaborative
product die and mold development. Tang et al. [20] built
a Web-based environment that can support integration
between die suppliers and product customers. Concurrent
stamping part and die development systems were developed
from the angle of knowledge sharing and tool integration
[21, 22]. With regards to the injection mold, Lee et al. [23]
presented a preliminary collaborative environment integrat-
ing much domain knowledge, but not in a distributed way.
The information management [24] and concurrent analysis
[25] of Web-based mold collaborative design were also
discussed. Chung and Lee [26] used XML and CORBA to
evaluate the interaction of mold design. SPEED [27] was
developed to facilitate the sharing of injection-molding
information between interested parties via the Internet.

As discussed above, considering the situation from the
point of view of knowledge resource integration and
collaboration, the previous methods and models, especially
those used in mold product collaborative design, still lacked
some flexibility; thus, they cannot adapt to the dynamic
nature of today’s design collaboration environment. Though

a few researchers have used Web services in collaborative
design, the attention was focused on the deployment and
interoperation of services. Because of the passive role of
Web services, the active coordination and intelligent
integration of these services remain challenging problems.
Additionally, with the lack of formal semantic service
information, these integrations will be far away from real
flexibility. So, the combination of agent mediation and
semantic Web support in this paper provides a new
possibility fo this problem which has not been considered
previously by other researches. Under this architecture,
knowledge resources distributed over the Web can be
efficiently discovered, configured, and integrated into the
system. It can better accord with the philosophy of global
manufacturing collaboration.

The paper is organized as follows. Section 2 introduces
our approach from a service-oriented view. Section 3
presents the agent-coordinated system architecture over
the Internet. Section 4 discusses some key methods and
strategies used for dynamic service management. Section 5
gives some brief implementation issues and presents a case
study. The last section concludes this paper.

2 Service-oriented dynamic collaborative product
development environment

2.1 Service perspective in the product development
collaboration

Generally speaking, mold product development includes
activities of injection part design, injection process design,
mold design, and mold manufacturing. The experience
from traditional sequential mold development processes
shows that design iterations, especially those from different
disciplines, are one of the most important causes leading to
the prolonged development time, and the reason for these
iterations are mostly from the lack of information or
knowledge interaction among different designers or design
activities. Collaboration has become the pivotal point for
integrated mold product development, and the nature of this
collaboration is the acquisition of services, i.e., the
appropriate resources and knowledge, which should better
be open, scalable, customizable, and reusable.

In this paper, we proposes a new methodology called
Collaborative Injection-mold-product Development Virtual
Space (CIDVS), an integrated system that enables the agile,
flexible, and dynamic composition of resources, and
permits their interaction in a variety of styles to match the
current and changing needs of design objectives. CIDVS
spans across the boundaries of collaborative product
development enterprises, as well as different disciplines,
and tries to completely integrate the customer, mold part
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supplier, plastic part designer, mold designer, injection
analyzer, part former, and the mold manufacturer in order to
achieve a concurrent and timely collaboration in the time
and space dimensions.

With the rapid growth of reusable online resources,
especially the widely deployment of Internet Web services,
a global-service-based vision gives a fresh view of
distributed collaboration. As an innovative paradigm, a
Web service exposes the standard XML interface, commu-
nicates with the standard protocol, and can be located
through a registry, so Web-service-based applications
feature the characteristics of being loosely coupled, com-
munications-oriented, and platform-independent. CIVDS is
built upon Web service technology to form a collaborative
environment for the active involvement of dynamic
participants and effective service delivery. Additional
semantic information of the service is also added to
facilitate service coordination.

Design collaborations here are viewed as service-
oriented. The service in this framework is a generalized
concept, which can be defined as “a well-defined, self-
contained modular process that provides a functional use
for a user, an application program, or another service in the
system.” Thus, everything can be seen as a service, from
general CAD data retrieval to a specific injection process

analysis. Under the functional perspective, it can be
grouped into different categories, including collaborative
service, system service, domain service, etc. Though these
services are distributed in different places and on different
platforms, they can work together efficiently to achieve the
overall optimum design goal, enabling enterprise-wide
autonomous design participants to share information and
knowledge, collaborating and coordinating their activities
within the context of a design project.

2.2 Service-supported collaboration throughout the mold
product development chain

The workflow of CIDVS-supported collaborative mold
product development is shown in Fig. 1. The overall
development process can be viewed from two aspects,
i.e., horizontal product realization process and vertical
decision iteration process. The horizontal view represents
the macro process that advances gradually throughout all of
the product development stages. It is driven by a process
optimization method [28] and different collaboration
support.

The vertical view contains many microprocesses accel-
erated by knowledge interaction from different disciplines.
Every such process happens at a certain time point of
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product development in the form of active and passive
participance of all concerned parties and services to achieve
intelligent design support. Three-dimensional cooperation
and real-time feedback facilitate the synchronous collabo-
ration. Design review and service integration act as the
main means to support asynchronous collaboration, on
which this paper mostly concentrates.

A service pool serves as the core for the service
integration support. It is composed of various kinds of
services. From the functional point of view, collaborative
services and system services are needed to improve
collaboration among distributed groups, endorse knowledge
sharing, and assist in correct decision making. These services
can be seen as ‘static’ services because they are always
deployed in fixed server places as functional components,
seldom changing, except when self-updating. While, on the
other hand, domain services are intelligent Web-accessible
tools that can provide single-discipline-related design ser-
vices, such as injection process analysis, cost analysis,
moldability assessment, manufacturability assessment, etc.
These services can be developed by different experts and be
distributed in different locations with different knowledge
involved, so they are relatively more dynamic in nature. We
define them as ‘dynamic’ services that need discovery,
registration, configuration, and invocation. They can be
integrated into CIDVS in certain project contexts to achieve
semantic-rich service collaboration.

Under the CIDVS environment, the virtual service
network is dynamically formed to provide service support
for collaborative design project. Services communicate in a
peer-to-peer and open-standard paradigm, and use the
concepts of discovery and deployment to publish their
capabilities or attributes, regardless of their geographic
location. But they are represented only in a non-organized
manner; it is more natural to provide a middle layer for
better coordinating the service group behaviors. So, agent
technology is used to coordinate and encapsulate these
services, aiding collaborative design in a more efficient
way.

3 Web-enabled multi-agent architecture of CIDVS

3.1 Agent integration and cooperation through the Internet

CIDVS can be regarded as an intelligent distributed system
with the aim of accomplishing a given task through
cooperation among multidisciplinary autonomous design
units. Knowledge should be integrated to support the
decision making of these nodes. Although Web service
technology alone can provide a loosely coupled architecture
and effective implementation-level means for knowledge
integration, they provide no mechanisms to facilitate the

problem-solving capabilities of distributed entities, which
usually need coordination, collaboration, and negotiation.

The multi-agent method is naturally used. As an
independent, intelligent, and socialized entity, an agent is
inherently distributed and scalable; it can better adapt to the
flexibility of collaborative product design. Traditionally,
agents have mostly been used for supporting co-operation
among designers, providing the semantic glue between
traditional tools or allowing for better simulations. But in
our approach, the main function of agents is to enable
effective service delivery and achieve optimum service
provision. Agents bring the most crucial capability to turn
an entire set Web services from the existing dormant mass
of information where users need to surf and browse into a
dynamic set of capabilities deployed around the world and
serving the users.

An agent is not designed to realize overall design
automation, but instead to facilitate the concurrency of
processes and the cooperation of participants, aiming at
providing knowledge support for design decision making.
Each agent encapsulates corresponding operations and
interfaces, exhibiting different capabilities in different
contexts. A predefined semantic protocol is used for the
interaction between agents to achieve harmony of the entire
cooperative design process.

The proposed agents can be classified into three
categories: the discipline-dependent application agent, the
coordinate-oriented collaboration agent, and the distributed
user agent. A user agent has more units included, together
with additional dynamic service management functions. A
collaboration agent does not contain the user interface part,
but has more complex business logic, corresponding to the
encapsulation of a static service. An application agent has
the simplest structure and only provides a communication
mechanism above the Web encapsulation layer. These
agents serve as the mediator and encapsulator for local
and distributed services, further facilitating the efficient
cooperation of knowledge-supported decision methods.

3.2 Hierarchical flexible architecture of CIDVS

The CIDVS architecture is highly flexible in various
aspects in order to be more adaptive in virtual environments
(VE) based collaborative design environments. On one
hand, services make it dynamic from a physical or
implementary point of view. On the other hand, agents
make these dynamic services configurable logically. The
overall architecture can be seen from three deployment
layers: a product development unit (PDU) layer, a collab-
orative function layer, and a resource application layer. A
detailed description is illustrated in Fig. 2.

The top layer is the PDU layer. It is composed of several
PDUs, each of which contains a development user, a user
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agent, several corresponding interface agents, and client-
side encapsulated design application agents. It is the layer
directly facing design participants for interaction through an
Internet-based interface. User agents construct an integrated
development environment for PDUs with different roles
and rights. Design application agents include application
modules, such as the Solidworks modeling tool, deployed
on client sides, which are encapsulated within integrated
interfaces for being recalled to achieve the maximal
efficiency of these traditional tools. Interface agents provide
specific interfaces for users. The amounts and distribution
of agents in this layer are based on PDU-oriented
organization structures.

The resource application layer is situated at the bottom.
It includes all of the distributed resources deployed
worldwide that need to be efficiently organized by the
middle layers.

It is the collaborative function layer in the middle that
facilitates design collaboration among different PDUs. The
main functions of the collaborative function layer can be
grouped into two categories, i.e., agent federation and
service management, each providing different modular
collaboration support for CIDVS, respectively.

Agent federation management aims at the coordination
and control of the agent group behaviors. As the commu-

nication facilitator of the overall framework, a communi-
cation service agent builds the global agent–service model
and records the capabilities, names, addresses, and statuses
of all of the distributed agents. A process management
agent features project-oriented process management func-
tions, including process definition, analysis, optimization,
and alteration. A user management agent manages all the
information of the users, roles, and authorities. A knowl-
edge interaction agent aids multidisciplinary decision-
making activities to obtain the optimized design consensus.
A conflict coordination agent has the function of detecting
and resolving conflicts between different PDUs. A history
agent acquires the cooperative history information. Finally,
a graphics agent controls the graphical presentation and
operation.

Service management provides an efficient service man-
agement mechanism for the above agent layer to realize
dynamic service access, especially to integrate the domain-
dependent knowledge services. The underlying models and
methods to support this mechanism include service ontol-
ogy expression and interpretation, service registry and
related resource match algorithm, service authority config-
uration, and service dynamic invocation. The following
section will concentrate on this part to illustrate the
dynamic acquisition of knowledge services in detail.

Fig. 2 Architecture of the
agent–service cooperative
design system across the
Internet
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4 Agent-mediated service configuration andmanagement

The process, resources, and even the Web services can be
efficiently configured in the CIDVS environment for
greater system flexibility, with the most adaptable effort
put on the management of the Web services, i.e., the
‘dynamic’ Web service coordination within the user agent
context. This flexibility is achieved through agent-based
service mediating. The major role of service mediating is to
guide, coordinate, and facilitate the teamwork of Web
service providers, which includes acquiring appropriate
services based on given task requirements and providing
dynamic business support for PDUs according to prede-
fined product development processes. It is concerned with
the modeling, discovery, configuration, and invocation of
Web services. The main topics will be discussed in the
following sections.

4.1 Service modeling, description, and support for CIDVS

A Web service is an interface that describes a collection of
operations that are network-accessible through standardized
XML messaging. Its architecture is based upon the
interactions between three roles: the service provider, the
service registry, and the service requestor. For an applica-
tion to take advantage of Web services, three behaviors
must take place: the publication of service descriptions, the
lookup or finding of service descriptions, and the binding
or invoking of services based on the service description.
Accordingly, the traditional interoperation process is based
on standard procedures, such as defining WSDL (Web
Services Description Language) interfaces, binding those
interfaces with SOAP (Simple Object Access Protocol)
messages, and publishing and discovering the services
through UDDI (Universal Description, Discovery, and
Integration).

However, while WSDL descriptions contain information
about the operation and the parameter names in the service,
they offer little/no information about the functionality of the
service. Moreover, UDDI does not represent service
capabilities, the tModels they use only provide a tagging
mechanism, and the search performed is only done by
string-matching on some fields that they have defined.
There should be explicit semantics in the interaction of
collaborating participants in order to achieve efficient
collaboration. Web services are still insufficient in seman-
tics as they just use XML to unify their syntax represen-
tation. So, semantic Web technology based on the resource
description framework (RDF) data model is utilized
together with Web services to provide semantic support in
CIDVS.

The proposed service description complies with the
DAML-S specification. DAML-S is an upper ontology for

describing properties and capabilities of Web services using
DAML+OIL. It provides an unambiguous and computer-
interpretable markup language, which enables the automa-
tion of service use by agents and reasoning about service
properties and capabilities [29], complementing low-level
description about what a service can do. In our research, we
concentrate on two different views, i.e., the profile view
that describes what a service requires from and provides for
the user, and the grounding view that describes how to use
the service.

The profile contains a description of the service and the
provider, the functional behavior of the service, several
functional attributes, and also additional information. The
grounding provides information for service invocation,
including Web interface information, WSDL information,
and instructional information. The grounding details about
service access can be considered as a mapping from the
general description given in the process model to a concrete
implementation of the service.

The agents, especially the user agents, play an important
role to mediate these semantic-rich services. The class
model diagram is shown in Fig. 3. Agents act as the driving
force of coordinating the Internet Web service utilization,
while Web services exist as application knowledge sources.

The service also has other relationships with different
kinds of agents. An application agent can encapsulate a
legacy system as a Web service. A configure agent
performs service configuration work, a registry agent is
used for the registry, and a user agent takes the responsi-
bility of controlling the behavior of one or more Web
services. Normally, agents are built from .NET components
or Java components. Some collaboration-type agents with
intelligence are also developed as Web services for easy
and intelligent self-upgrading.

4.2 Communication and interoperation among components
of CIDVS

Communication among different components is the foun-
dation for collaboration in the CIDVS environment. It is
based on standard Web protocols. Different methods are
used among agents and between agents and services. The
message flow and corresponding message samples of the
system are shown in Fig. 4.

The interoperation can be seen from two abstract layers.
The higher layer includes the communication among
agents. They are mainly based on the HTTP GET and
HTTP POST methods, or through a subset of KQML
(Knowledge Query Manipulation Language) to achieve
simple speech act behavior. The contents of KQML are
encapsulated with the XML language.

The messages used to invoke Web services form the
lower communication layer. The source of these messages
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may come from various service requests, including requests
from user, KQML requests, and workflow-triggered requests.
The user agent is responsible for constructing and transferring
the requests into SOAP messages, and then forwarding them
to the appropriate Web services. The messages adopted are
mainly PRC/Encode-style SOAP messages used to pass
operation names, parameters, and values.

4.3 Semantic-service-based publication, discovery,
and matchmaking

With the change of environment, new knowledge or
services may be needed to adapt to the new collaboration
requirement. Since large amounts of Web services are
distributed on the Internet, finding the most appropriate

Fig. 4 Message communication and interaction flow

Fig. 3 Class model diagram of
agents and services
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service is an important part of service mediating. CIDVS
discovers services based on semantic information. Through
capturing service request information such as properties,
capabilities, execution interface, conditions, and constraints
etc., Web services can be dynamically discovered and
integrated into the system.

Traditional Web services discovery is based on UDDI,
which does not make any use of semantic information,
hence, failing to meet the problem of matchmaking between
the provided capabilities of services and service requestors’
needs. It does not provide facilities for service descriptions,
except keyword and industrial service type categorization.
Without sharing common definitions and understanding of
the concepts, and without shared metadata and semantics
associated with a particular Web service, an interaction
between a UDDI client and a Web service cannot be
performed in the correct manner. In CIDVS, a DAML-S-
based local Web service registry is built to facilitate the
capability-based service discovery, and the public UDDI
registry acts as a complementary means for broader range

service matchmaking. The detailed service discovery
procedure is illustrated in Fig. 5.

The local registry stores the related profile and ground-
ing information that were published by different service
providers. A main search engine is equipped to perform
matchmaking with the support of local domain ontology.
Only when this search engine does not have enough
knowledge on achieving successful matchmaking will it
resort to external UDDI for searching in a wider range of
enterprise services. After selecting an appropriate service,
the related semantic information is registered back into the
local registry through a DAML-S parser. Owing to this
feedback mechanism, the number of locally registered Web
services will grow larger and larger with the running of the
system.

Different services share a common ontology in service
profiles for Web service semantic matchmaking to achieve
the sharing, reuse, and integration of services. The ontology
is based on the uniform discovery and classification of Web
services in the injection mold design domain. It provides an

Fig. 5 Semantic Web service discovery flow
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explicit conceptualization that describes the semantics of
the information of the design task performing. Adopting a
hierarchy structure, it contains a category domain ontology
and a specific service profile ontology for each category in
order to achieve efficient and precise matchmaking. The
domain ontology knowledge base is the repository that
stores this service ontology information. The standardized
service concepts and their relationships contained within it
can be used to carry out service similarity calculation and
intelligent reasoning.

The input to the search engine is the discovery
requirement, which can be represented in XML elements as:

Service_Requirement:=<General_classification>
<Domain_classification><General_information>
<Request_service_function><IO_info>
<Application Constraints>

It is supported by a user agent that accesses multiple
ontologies using an integrated conceptual model expressed
in the Web ontology language.

On the other hand, semantic-rich service descriptions are
published in the local registry as service advertisements
through DAML parsers. When a discovery request arises,
the request and the registered advertisements are compared
and a score can be obtained through a matchmaking
algorithm. The service with the highest score is deemed to
be the most desired service.

Currently, ServiceCategory and Service_IO information
are the most often considered matchmaking factors. Four
kinds of matching degrees are defined, i.e., exact match
(R≡A), full match (R⊆A), part match (A⊆R), and disjoint
match, each with a decreased matching level (R represents
Request and A represents Advertisement). Within the same
level, the match degree can be further determined by the
minimal distance between concepts in the taxonomy tree.
The matchmaking rationale is that the requester expects,
first and foremost, that the provider achieves the output
requested at the highest degree within a certain service
category. Input matching is used only as a secondary score.
For more accurate service retrieval, the QualityRating or
other ServiceParameters can also be included in th rationale
as the calculation factors.

4.4 Project-oriented service configuration

Project configuration in CIDVS is an important task that
not only includes project-related process and design data,
but also information about dynamic Web service distribu-
tion. The main objective is to form a dynamic workspace
for each user in order to better facilitate efficient design
collaboration. It follows the top-down procedure given
below: project requirement acquisition→task specification
definition in task manager→task configuration or PDU

formation→process configuration→dynamic service con-
figuration by user agent. Then, the product development
process may begin.

Each user agent has a corresponding workspace profile
to provide a personalized workspace. It contains process
and product data information, as well as dynamic config-
uration information of the Web service stored in the
blackboard as XML descriptions.

A user agent profile corresponds to certain service
contexts with the aim of ensuring that the appropriate
component services are involved in the collaboration
according to a specific specification. The concerned Web
service context includes composition information (domain
info, related organization info, process info, access author-
ity info, capability info, availability), specification descrip-
tions, execution status information (in-progress, suspended,
terminated, aborted), and invocation info. They are ac-
quired through service discovery and direct configuration.

The invocation information comprises the location of the
associated client interface or grounding description, includ-
ing WSDL, that can generate the SOAP service template.
Thus, the required dynamic Web service can be compre-
hensively invoked according to the project specification.

4.5 Dynamic binding and invocation of semantic services

The final knowledge acquirement process depends on
mapping the general request to the concrete invocation
after consulting the grounding of the appropriate Web
services. The designer of the CIDVS environment can not
only utilize the encapsulated design and analysis tools in
the local host, but they can also invoke dynamic Web
services to reach the design result.

The Web service invocation can be represented as
WSI=<State, Web Service Set, Rule Set, Interpreter,
Interaction Element>, where the ‘State–Agent’ mental state
corresponds to the input parameters of a specific task. ‘Rule
Set–Rules’ is obtained from the project configuration. The
‘Interpreter–Reason’ engine is used to interpret the rules to
generate messages to access the proper Web service. The
‘Interaction Element–Simple Interface’ element includes
the input and output parameters and the corresponding
description.

Thus, two kinds of service invocation requirements exist
during te product development lifecycle:

– Static invocation. Invoke the required service through
configuration information mentioned above.
In this case, service discovery happens during the
project configuration phase according to the project
specification, and then the selected service is statically
configured or bounded to the given user agent. It
presents to the user in the form of a client interface.
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– Dynamic invocation. Invoke an unknown service
through real-time discovery and binding.
When a user initializes a request for a desired service
during the product development phase, discovery is
immediately conducted. After obtaining enough infor-
mation about the appropriate service, the parameter
interface can be generated and a SOAP-based message
template can be sent for service access. Few researches
have been concerned with this kind of invocation,
which will be discussed below.
Through service discovery, the user agent can obtain
the WSDL and the instruction descriptions through
parsing the corresponding grounding information.
Then, with this information, a new method of dynamic
invocation of. NETWeb services at runtime is proposed.
An instance of the DynamicWebServiceProxy class is
created to realize this invocation. Three methods of this
instance are mainly used; GetWsdl is utilized to acquire
the WSDL document-related information; Build-
AssemblyFromWsdl can generate the proxy class
source code and a program set. And the proxy object
instance is dynamically created by CreateInstance.
Then, on the basis of this proxy instance, various
information of the desired service can be dynamically
acquired through using GetMethod, including informa-
tion about its methods and parameters. Finally, the
dynamic interface can be generated with the known
information, and dynamic invocation can be easily
achieved through this interface.

5 Prototype system implementation and a case study

A proof-of-concept software prototype has been developed
for collaborative mold product development. Thin-client
configuration is adopted to exert the flexibility and easiness
of the Web. The system environment is built upon the .NET
Framework and IIS used as the basic Web server. On the
client side, Java applets, ActiveX controls, and Javascript
are utilized to construct component agents. Server-side
components are deployed for cooperative agents realization.
A .NET Web service is used to encapsulate some basic
collaborative functions and application services. The SOAP
Toolkit’s high-level API and WSDL Reader are used to
achieve flexible service access. Some test Web services
with profiles and groundings have also been developed for
service discovery verification.

In the case study, we demonstrate how the mold products
for a plastic cover plate part are designed. In the project
configuration stage, three PDUs are formed, i.e., a part
design PDU, a part analysis PDU, and a mold design PDU.
Of course, more PDUs can be involved, depending on the

project requirement. After the process and data configura-
tion, services are to be configured. Through service
matchmaking in the local registry, a moldability analysis
service is discovered and then bound with the part analysis
PDU. In the same manner, a plastic selection service is
configured into the part design PDU.

Now, the mold product development process starts. The
part design PDU uses a plastic selection service to select the
appropriate material. After the modeling of the product by
the part designer, a request is sent to the part analysis PDU
for moldability analysis. This service is invoked by the part
analysis PDU and corresponding suggestions are sent back
for further modification on the part. This iteration can take
place several times until the satisfactory result is obtained.
During the development process, the mold designer wants
to participate in the mold design early and efficiently, so he
needs a quick mold-generation service and a request is then
sent for dynamic service discovery. After an appropriate
service is located, dynamic invocation is subsequently
activated. The service information is obtained and a
program set is built as a proxy instance. Based on them, a
simple parameter interface is generated for presenting the
individual service parameters and methods, each with a
description illustrating its main function or value range.
Then, a mold solution can be easily obtained through case-
based reasoning (CBR) methods embedded within the
dynamic knowledge services provided that are based on
our previous work [30]. In the same way, more services can
be efficiently used to aid quick knowledge collaboration. In
this example, a two-plate mold solution case is retrieved,
the designer only needs do some modifications on it, and
other services such as gate design and process planning can
also be used. Synchronous collaborations among several
multidisciplinary stakeholders are carried out at certain
design time points on request.

As we can see, with the standardized and active
participance of multidisciplinary teams and the dynamic
integration of distributed knowledge services, this system
can provide efficient support for dynamically formed
product development projects, further coordinating and
accelerating the design process in a system and its
concurrent view.

6 Conclusion

To the new problem of collaborative design under a dynamic
integration environment, this paper proposes a novel
framework that is dynamic configurable and highly flexible.
It covers the whole product development lifecycle and
integrates multidisciplinary knowledge services efficiently.
Based on the idea of service-orientation, agent and semantic
Web technologies are used at a more abstract level to
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facilitate the collaboration capability and improve the
flexibility of the system. Besides the implementation of a
prototype system in injection-mold design, it can be further
extended to other areas of inter-enterprise collaborative
design.
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