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Abstract. Object-oriented design patterns have been one of the most important
and successful ideas in software design over the last ten years, and have been
well adopted both in industry and academia. A number of open research prob-
lems remain regarding patterns, however, including the differences between pat-
terns, variant forms of common patterns, the naming of patterns, the organisation
of collections of patterns, and the relationships between patterns. We provide a
semiotic account of design patterns, treating a pattern as a sign comprised of the
programmers’ intent and its realisation in the program. Considering patterns as
signs can address many of these common questions regarding design patterns, to
assist both programmers using patterns and authors writing them.

1 Introduction

An object-oriented design pattern is a “description of communicating objects and classes
that are customised to solve a general design problem in a particular context” [44, p.3].
Designers can incorporate patterns into their program to address general problems in the
structure of their programs’ designs, in a similar way that algorithms or data structures
are incorporated into programs to solve particular computational or storage problems.
A growing body of literature catalogues patterns for object-oriented design, including
reference texts such as Design Patterns [44] or Pattern-Oriented Software Architecture
[17,70], and patterns compendia such as the Pattern Languages of Program Design
series [28,78,57,48].

Unfortunately, there are a number of important open research problems regarding
patterns. These include: what are the differences between outwardly similar patterns
(such as Strategy and State); how can one pattern solve more than one problem (such
as Proxy); have distinctly different variant forms (such as Adapter); how can several
different patterns have the same name (such as Prototype); and how can the relationships
between patterns best be characterised.

In this paper, we provide a semiotic account of design patterns. Semiotics is the
study of signs in society, that investigates the way meaning is carried by communica-
tion, treating communication as an exchange of signs [35]. When semiotics began in
the early years of the last century, most work was concerned with conventional signs
— first speech, and then writing. Since then, the scope of semiotics has widened to
cover all kinds of signs, to the point where semiotics underlies much of structuralist
and post-structuralist literary theory, film studies, cultural studies, advertising, and even



the theory of popular music and studies of communications between animals (zoosemi-
otics) and within them (biosemiotics) [71]. One of the avowed values of the design
patterns movement is to treat “patterns as literature” [51, 24]; our semiotic approach
builds on this idea by applying techniques from the study of literature and culture to
programs and patterns.

This paper is organised as follows. Section 2 briefly reviews object-oriented de-
sign patterns and the major constituents of the pattern form, and section 3 provides a
brief introduction to semiotics and the structure of signs. Next, section 4 presents our
semiotic model of design patterns, and then section 5 addresses a number of open ques-
tions in the analysis of design patterns, showing how the semiotic approach can cast
some light upon these problems. Section 6 discusses the ramifications of our approach
more broadly, section 7 places this approach in the context of other work organising
and theorising patterns, and other work on the semiotics of information processing, and
finally, section 8 concludes the paper and draws out some possible future directions for
a semiotic approach.

2 Object-Oriented Design Patterns

A pattern is an abstraction from a concrete recurring solution that solves a problem in a
certain context [44, 17]. Patterns were developed by an architect, Christopher Alexan-
der [54], to describe techniques for town planning, architectural designs, and building
construction techniques, and described in Alexander’s A Pattern Language e Towns,
Buildings, Construction [4, 3, 5]. Design patterns were first applied to software by Kent
Beck and Ward Cunningham to describe user interface design techniques [14,51], and
were then popularised by the Design Patterns catalogue, which described twenty-three
patterns for general purpose object-oriented design. Since Design Patterns’ publication,
a large number of other patterns have been identified and published. More recently, dif-
ferent types of patterns have been identified, including Composite or Compound Pat-
terns [63, 77].

A design pattern is written in pattern form, that is, in one of a family of literary
styles designed to make patterns easy to apply [23, 58, 66]. A design pattern has a name
to facilitate communication about programs in terms of patterns, a description of the
problems for which the pattern is applicable, an analysis of the forces (important con-
cerns) addressed by the pattern, and the important considerations and consequences of
using the pattern, a sample implementation of the pattern’s solution, and references to
known uses of the pattern and to other patterns to which it is related.

Moreso than other forms of writing about software, patterns are self-consciously
“literature” about software. The patterns “PLoP” conference series, for example, has
modelled itself on some parts of the creative writing community. At PLoP conferences,
for example, papers are workshopped to improve their expression (as against than their
content), rather than being presented to a passive audience [26]. The patterns movement
catchphrase ““the aggressive disregard for innovation”* again encapsulates this idea: the
focus is on the literary expression of existing tested ideas, rather than the advocacy of
new idiosyncrasies.

1 Attributed to Thomas J. “Tad” Peckish by Brian Foote [41].



The patterns movement’s focus on literature has partly inspired our interest in apply-
ing semiotics to patterns. Semiotics is the foundation of structuralist and post-structuralist
literary theory, so if patterns are indeed literature, and a critical literature in particular,
they should be amenable to study using the same tools as other forms of literature or
culture.

3 Semiotics

Semiotics as defined by Saussure [32] is the study of signs in society; where a sign
is “something standing for something else” [35]. Saussure was a linguist, so we will
mostly use examples from language in this section, although semiotics has now been
applied to a wide range of different kind of signs.

The key idea underlying semioatics is the sign, shown in Fig. 1.
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Fig. 1. Saussure’s Sign

A sign is a two-part relationship between a signifier and a signified — a computer
scientist might write “sign = signifier + signified”. The signifier (or expression of the
sign) is some phenomenon that an individual can see, hear, sense, or imagine; and the
signified (or content) is the mental concept that the signifier produces. For example,
consider the English colour name purple as a sign. The spoken or written word “purple”
is the signifier while the resulting concept of the colour purple is the signified?.

One important principle from Saussure is the “arbitrariness of the sign™, that is,
that the relationship between signifier and signified can be an arbitrary one. There is no
compelling reason why the colour red should be associated with the signifier (name)
“red” rather than the signifier “yellow” or signifier “blue”. Yellow, for example, could
be just as well be expressed by “jaune” or “gelb” or “glonko”, provided all participants
in the communication knew that this was the signifier for yellow.

The arbitrariness of signs is compounded because signifiers and signifieds are not
defined absolutely: rather they are only distinguishable relatively by difference from
each other. Saussure defines a value (such as a five franc piece) as something which
can be exchanged for something different (a loaf of bread) or compared with something
similar (a ten franc piece). In this way, a signifier may be compared with another sig-
nifier, or a signified with a signified, or a signifier may be exchanged with a signified
when taken as a sign.

2 Following Charles Peirce, American semiotics takes a sign as a three-part relationship, in-

cluding an object or referent, as well as the signifier (called a representamen) and signified
(interpretant). We use Saussure’s binary sign in this paper as it suffices for our analysis [35].



In spoken English, for example, there are no absolute definitions of the way the
signifiers “rid”, “red”, and “reed” should be pronounced: the pronunciations blend into
one another and what is “red” pronounced with one accent may be “rid” with another.
Other spoken languages function in this way. Furthermore, any utterance (token is the
semiotic term) of a given word will differ slightly from any other utterance, even from
the same speaker, although all will be understood as the same word (or type). This is
also true for signifieds: the colours pink, red, and brown, for example, differ according
to their saturation, but we can’t say for sure where pink ends and red begins — or rather,
such definitions are relative and arbitrary. Another affect of the arbitrariness of signs is
that signifiers and signifieds are not uniquely related: signs are individual, rather than
their component parts. So in spoken English for example, the same signifier is part of the
sign for the colour red and the past tense of verb “to read”, and some particular instance
of the colour red could also be spoken of by words such as “maroon”, “crimson”, or
even “orange” or “brown”.

Signs carry meaning in communication because the participants understand the
structures of the signs that make up the messages exchanged between them — that
is, the relations of difference between signifiers and between signifieds. Saussure intro-
duces the term langue to signify the entire underlying abstract structure of a system of
signs — a repertoire of possibilities (or differences) from which a language community
can construct messages. Every participant in a communication tacitly shares the same
langue. In contrast to the overarching langue, the speech acts or sign instances making
up a particular communication (the subset of the langue actually used in any given mes-
sage) is termed the parole. A text — a given instance of parole — a single utterance,
a sentence, a conference paper — will be made up of a series of signs taken from the
langue, according to the rules by which it operates: the meaning of the whole message
is produced by the interdependencies between the meanings of the individual signs.

This section has provided only a brief introduction to semiotics, which is capable
of much more complex and subtle analyses than those we have presented here [35, 7,
18]. We have kept this presentation to the minimum necessary to support our account of
design patterns. For similar reasons, most of our examples of object-oriented patterns
are taken from Gamma et. al.’s Design Patterns [44] because this is the best known
collection of patterns, although our approach is applicable to other kinds of patterns.

4 PatternsasSigns

In the classic definition, a pattern is a ““solution to a problem in a context” [54,49].
A object-oriented design pattern, for example, is a description of a piece of knowl-
edge about object-oriented programming or design phrased as a solution to a problem;
an architectural pattern (as in A Pattern Language [3]) is a description of a piece of
knowledge about architectural design. We call the descriptive part of a pattern a pattern-
description. Patterns have a secondary function (emphasised more by Design Patterns
than Alexander) of providing a working vocabulary with which designers can communi-
cate. This section begins by modelling pattern descriptions as signs, and then considers
how those pattern descriptions are named.



4.1 Pattern Descriptions

The solution is the core of a pattern description. An average pattern in Design Patterns
is about ten pages long, and eight of these pages are taken up with a description of the
solution of the pattern. This description is quite concrete: it is both graphical (using class
and sequence diagrams) and textual (with descriptions of participants in the pattern,
possible implementations, annotated example source code, and descriptions of known
uses). In a program which uses the pattern, the elements corresponding to the pattern’s
solution can literally be pointed to in a listing of the programs source code or on a
diagram showing the program’s classes — a pattern describes a type of solution, and a
particular solution embodied in a program is a token of that type.

A similarly concrete solution is also at the core of each of Alexander’s architectural
patterns: the elements of the pattern’s solution can literally be touched inside a building
that incorporates the pattern, or pointed out on the building’s plan. Alexander insists that
each pattern should be accompanied by a sketch, diagram, or photograph, presumably
to ensure the pattern describes a concrete solution.

Note that although the description of a pattern’s solution must be concrete, capable
of being incorporated into a program or building, this incorporation is not necessarily
straightforward — just as the same person can never pronounce the same word twice
exactly the same way, a pattern will never be incorporated into a program twice in the
same way. The names used in a design pattern description can be changed in the actual
program, for example, or the dimensions of architectural features altered to suit the
building being built.

The other main parts of a pattern, the problem, context, discussion of forces and
S0 on, are much more abstract than the concrete solution. The problem and context are
tightly interrelated in that they present a qualitative analysis of the solution, and should
comprise a convincing argument that the solution proposed by the pattern does in fact
resolve the problem. The problem statement is typically a brief and pithy statement of
the problem the pattern sets out to solve, while the context can be an extended descrip-
tion of a general area or kind of design, and may enumerate important issues (forces)
to be resolved, or discuss why obvious or naive candidate solutions would not solve the
problem satisfactorily.

When reading a program or wandering around a building, we can see the concrete
features of patterns: however, we understand those patterns as being more than just their
concrete features. For example, when we see a door under a set of stairs on the ground
floor, we don’t just think “Oh, there’s a door under the stairs on the ground floor™.
Rather, we think “Oh, there’s a Cupboard Under The Stairs” — where CUPBOARD
UNDER THE STAIRS [68] is one of Alexander’s patterns and we have recognised a
particular token of that general type.

In the same way, when a programmer sees a class diagram sketched in a notebook
or on a whiteboard (such as Fig. 2) or when they read a program’s source code, they
can see only the concrete structure —- an inheritance hierarchy where a subclass has a
one-to-many relationship back to its own superclass.

If the programmer understands patterns well, they could recognise this diagram as
an application of the Composite pattern, and thus bring their knowledge of that pattern



Fig. 2. A sketch of a class diagram for part of a sales quotation system.

to bear without having to work it out from first principles — so, for example, they will
immediately appreciate that:

— The program implements a recursive tree structure of Quote objects.

— A single quote or tree of quotes can be accessed uniformly via the common Quote
interface.

— Whenever client code expects a Quote object, a CompositeQuote can be supplied
instead.

— Client code is simplified, as it doesn’t need to know whether it is dealing with
primitive or composite Quotes.

— New kinds of Quotes can be added easily.

— Leaf nodes in the recursive composite all inherit from the SimpleQuote class

— Similar designs have been used in Interviews, ET++, Smalltalk, and many other
systems since [44].

Both of these examples, recognising the cupboard under the stairs and recognising
the Composite pattern, involve signs. In each case, we see concrete features (signifiers
such as doors, handles, classes, relationships) and then imagine abstract concepts (sig-
nifieds such as cupboards and Composite patterns) to make sense of those concrete
features.

This, then, leads us to the key point of this paper:

A pattern-description isa sign, where the signifier isthe pattern’ssolu-
tion and thessignified isthe pattern’sintent, that is, its problem, context,
known uses, and rationale.

The structure of this sign is illustrated in Fig. 3.
Reading a program (or “reading” a building) is an example of semiosis, of sign
exchange, in this case, producing meaning by exchanging the concrete signifiers for the
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Fig. 3. A pattern description as a sign.

abstract signifieds. Writing a program using patterns is also a process of sign exchange,
producing a text of signifiers which are the concrete parts of the signs whose signifieds
capture the meanings we need to embed into the program. Technically, patterns describe
general types of problems and solutions; in reading or writing patterns we apprehend
particular tokens of these types.

Patterns are not the only signs in a program: the lexical elements of a program-
ming language can be considered as signs, as can algorithms, data structures, idioms,
programming styles, and so on. We cannot construct the meaning of a whole program
by considering each sign in isolation (as we have been doing here for the sake of a
simple presentation): the meaning of a program (or a building or a novel or a movie)
is produced by the combination of a large range of signs, where any particular sign’s
meaning can be influenced and altered by its context, and by other signs in the text —
for a simple example the signifier ! in a Boolean expression in a C++ program forms
a sign which negates signs in its subexpression.

4.2 A Discourse of Patterns

Representing pieces of knowledge about programming is not the only function of pat-
terns. Patterns exist within a social context, where they provide a shared language with
a common vocabulary that programmers can use to talk about design [54, 44, 23, 58].
Were a team of programmers working on the quotation system shown in Fig. 2, they
would not just talk about the advantages of the pattern-based design versus other alter-
natives. Rather, every pattern has a name that programmers can use to refer to it: by
saying “we could use Composite here”, for example, one programmer can communi-
cate all the essential details of the design in Fig. 2 — both the basic shape of the final
implementation and the underlying abstract intent, rationale, design tradeoffs that are
part of the pattern.

This is another instance of semiosis — a word in a language signifying an abstract
concept. In this case, the language is the human language spoken by the programmers,
and the abstract concept is the pattern, that is, both the abstract concept of the pattern
and a description of the concrete implementation. A pattern name is the signifier of a
second sign of which the pattern-description is the signified.

This gives the second key point of this paper:

A pattern is a sign, where the signifier is the pattern’s name and the
signified is the pattern-description.



The resulting second-order semiotic system is shown in Fig. 4. This is a second-
order system because it is composed of two signs, in such a way that one sign is a
component of the other. It is a denotative system because the second-order sign names
the first-order sign® [18].
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Fig. 4. A pattern as a second-order sign

The second-order sign can also be “read” to produce meaning — when a pattern
name is written or spoken, a reader or listener can construct the pattern-description as
the meaning of that signifier; similarly, a pattern latent in a program can be named by
the signified. This is a second order process because, say, reading a program for patterns
involves two stages of semiosis: first, the concrete implementation is exchanged for the
pattern’s abstract intent, and second, this sign as a whole is exchanged for the name
of the whole pattern. Similarly, hearing a pattern name as part of a conversation also
invokes a two-stage process to construct its meaning: first, the pattern name must be
exchanged for the first (pattern-description) sign, then the signified of that sign can be
exchanged for the intent.

5 Questionsabout Patterns

The are a number of quite basic open questions regarding design patterns. Some of these
questions are posed by novices to patterns, perhaps during their first reading of Design
Patterns: other questions are more subtle, and arise only after more considered study,
or experience attempting to write patterns.

In this section we show how a number of these questions can be addressed using
our semiotic approach — beginning with questions of pattern descriptions, then pattern
names, and finally considering the relationships between patterns.

In the spirit of the patterns movement, our proposed answers to these questions are
not necessarily novel. The contribution of this paper is in the semiotic explanation of
the answers to these questions.

% This is in contrast to many other semiotic systems, where a (denotative) first-order sign is the
signifier of a (connotative) second-order sign. Here the first-order sign is the signified, so the
second-order sign is denotative; we briefly address connotative (third-order) signification in
patterns in section 6.3.



5.1 Questions of Pattern Descriptions

We begin by considering questions relating to patterns’ intents and designs — that is,
questions of pattern-descriptions.

How can two patterns have the same implementation? One common question asked
about patterns is “What’s the difference between the Strategy and State patterns?” Both
these patterns have almost identical structure diagrams, that is, solutions — Fig. 5 shows
the two structure diagrams from Design Patterns. How, then, can they be different pat-
terns? Would we not be better of with a single pattern encompassing both State and
Strategy? [1].

Context ;;;!am State
Requestl) O Hanale{}
|
1
5 /k _____
state-=Handle() |
ConcreteState A ConcreteStateB
Handle() Handiel)
Context strategy Strategy
Contextinterface) Algorithminterface(}
ConcrateStratagyA ConcreteStralegyB ConcreteStrategyC
Algorithminterface() Algorithminterface() Algorithminterface()

Fig. 5. Design Patterns State and Strategy pattern structure diagrams [44].

In terms of our semiotic approach to patterns, we can see this question as symp-
tomatic of a misunderstanding about the nature of patterns: confusing signifiers and
signs. One signifier can form more than one sign, just as the English pronunciation
“red” can signify both the colour red and the past tense of the verb “to read”. In the
same way, a pattern description is a sign, not just a signifier, so the same signifier (the
same implementation) can form part of more than one pattern description. In other
words, a pattern is a solution to a problem, not just a solution. Fig. 6 shows the semiotic



structure of these two patterns, each sharing a solution but with different intents and
names.

common
"state" sta?@cription "strategy”  strategy description
state pattern strategy pattern

Fig. 6. State and Strategy Patterns

How can one pattern have more than one implementation? Sometimes the text of
a pattern describes more than one implementation. For example, the Adaptor pattern
describes four separate kinds of Adaptors — Class Adaptors that use (multiple) inheri-
tance, Object Adaptors that use delegation, Two-Way Adaptors that again use multiple
inheritance, and Pluggable Adaptors where adaption is built in to the adaptee classes.
Each of these implementations have different advantages and disadvantages that are
discussed in the consequences and implementation sections of the pattern.

In terms of our semiotic model, we can see that each of these variants is effectively
a different pattern-description (the first-order sign) — a different abstract concept (sig-
nified) with different consequences and tradeoffs, and obviously with a different design
(signifier) — with, presumably, the same name at the second-order sign. This is not a
problem per se, as multiple signs with the same signifiers are common in sign systems:
a sign is not just a signified, but a relationship between signified and signifier. Techni-
cally, a signifier forming multiple signs is called polysemy [18]; the semiotic approach
at least lets us analyse this cleanly (see Fig. 7).

In terms of the language used to communicate about patterns this causes certain
practical difficulties: each of these different designs leads to a different sign (a different
pattern) with the same name. These names can be disambiguated as necessary by other
components of the message of which the polysemic signifier forms part, or by negotia-
tion (““Do you mean a Class Adaptor or an Object Adaptor?””) [36]. A closer analysis
shows that the text Design Patterns does this in practice, explicitly introducing extra
disambiguating signs as we have done in this discussion. Design Patterns introduces
particular names for the more radical variants: in the text, the phrases “pluggable adap-
tor” and “two-way adaptor” are printed in boldface, which is a sign that these phrases
are important.

This gives an alternative interpretation in our model, where each adaptor variant is
again a separate sign, but where the second-order signs differ not only in their signified
but also their signifiers. In conventional pattern terminology, this can be expressed as



class adaptor classadaptor ~ object adaptor object adaptor

design intent design intent
class adaptor object adaptor
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pattern pattern

Fig. 7. Polysemy in the Adaptor pattern

each variant design giving rise to a separate “first class” pattern, each with its own
name: Class Adaptor, Object Adaptor, Two-Way Adaptor, Pluggable Adaptor (Fig. 8
shows the first two patterns).

class adaptor class adaptor object adaptor object adaptor
design intent design intent
"class class adaptor "object object adaptor
adaptor” description adaptor” description
class adaptor object adaptor
pattern pattern

Fig. 8. Disambiguated Adaptor patterns

How can one pattern solve two or more problems? Complementing those patterns
which have multiple solutions, some patterns are described as solving multiple prob-
lems with a single design. The best example here is the Proxy pattern: the Design
Patterns Proxy is presented as solving four different problems (protection, loading on-
demand, remote access, pointer dereference), while Pattern-Oriented Software Archi-
tecture describes seven different problems which can be solved by the proxy pattern.

In terms of our semiotic model, this means that each pattern-description will be a
different (first order) sign with the same signifier (the same design) but different signi-
fied, because the purpose of the pattern is part of its signified. In terms of the second
order sign, often all these patterns have the same name (Fig. 9).

This is similar to the situation described above where one pattern has multiple de-
signs, except here the fundamental difference between each pattern is in the intent (first
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Fig. 9. Multipurpose patterns

order signified), rather than the design (first order signifier): the pattern name (second
order signifier) is again polysemic. If each separate problem is in fact a separate sign,
then each separate problem gives rise to a separate pattern: this would certainly fol-
low naively from a pattern being defined as “a solution to a problem in a context™:
here, although the solutions (and names) may be the same, the problems are certainly
different.

Again, both Design Patterns and Pattern-Oriented Software Architecture tend to-
wards resolving the ambiguity of the pattern names by introducing more specialised
names for each particular problem. Thus there are Protection Proxies, Virtual Proxies,
Remote Proxies, and so on, where each different pattern has a different name.

5.2 Questions of Pattern Names

As well as questions primarily related to pattern descriptions, there are also a number
of questions relating to pattern names.

How can one pattern have more than one name? Every pattern form ensures that
each pattern has a name. Most large-scale pattern forms, however, allow a number of al-
ternative names — synonyms for each pattern. In terms of the semiotic model, we must
treat each as a separate second-order sign because the signifiers (names) are different,
even though the first-order signs are the same. Fig. 10 illustrates this for Decorator and
its synonym Wrapper.

What is interesting here is the way that names evolve to reflect different shades of
meaning: treating each name as producing a separate (second-order) sign allows us to
consider this evolution explicitly. For example, part of what it has meant for the De-
sign Patterns book to become widely accepted is that the pattern names it proposes
have themselves become the canonical names for the pattern-descriptions in the book,
and almost all of the alternative names (even those proposed in Design Patterns) have
fallen out of use. So, for example the alternative name “Kit” for “Abstract Factory” is
no longer used; “Bridge” has replaced “Handle/Body” (although “Handle/Body is ar-
guably a more descriptive name for the pattern);“Factory Method” has replaced “Virtual
Constructor”; “Iterator” has replaced “Cursor”, and so on.
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Fig. 10. Patterns with synonyms

One case where this has not happened has been with the name “Wrapper”. Design
Patterns gives both the Adapter and Decorator patterns the synonym “Wrapper”; how-
ever the name “Wrapper” is still in general use both for Adapters, Decorators, and also
for Proxies. All these patterns are quite closely related; in particular, their implemen-
tations can be identical in many cases. The pattern-name Wrapper may be acting as a
signifier for a more basic pattern describing the solution, where the intent is simply to
“wrap” another object for whatever reason, and the other patterns — Adaptor, Deco-
rator, and Proxy — could be (special kinds of) Wrappers used to solve more specific
problems.

How can many different pattern-descriptions share the same name? The comple-
mentary problem to one pattern having many different names is where one name is
used for many different patterns*. For example, in the Patterns Almanac [67] there are
a number of patterns with the name “Prototype” — the Prototype pattern from Design
Patterns; Prototype from Coplien’s Generative Development-Process Pattern Language
[22]; a similar pattern from Cockburn’s Surviving Object-Oriented Projects [20]: the al-
manac also lists at least three other patterns named as some variation on “Prototype”,
and no doubt more have been published subsequently. Similarly, a recent J2EE textbook
[30] includes a pattern named “Value Object” which is quite different from existing pat-
terns called “Value Object” [42,52].

In the patterns community, control of pattern names is an important issue, and a
significant part of a crucial problem: how to index and identify patterns. The Patterns
Almanac [67] is the most successful attempt at building such an index so far, but it suf-
fers from many duplicate named patterns. Some of these duplicates may be almost un-
related (“Prototype-Based Object System” and “Prototype And Reality”) while others
may be very closely related, as in Coplien and Cockburn’s Prototype pattern. Further-
more, a single “pattern” can be described in a number of different versions — very sim-
ilar Proxy patterns have been published in both Design Patterns and Pattern-Oriented
Software Architecture.

In terms of the semiotic approach, we can see this as each pattern being a separate
sign; however, the two second order signs each share the same signifier (the same struc-

4 This problem was identified by Linda Rising.



ture as Fig. 7) — in much the same way the spoken English word “red” can form part
of two signs. In general conversation, we can distinguish the intended pattern according
to context — disambiguating via other signifiers in the message containing the term
“prototype” and explicit bibliographic references if necessary. Rather than attempting
to privilege one final “best” description, the semiotic approach can facilitate negotiation
and discussion, highlighting relationships and differences between several patterns.

5.3 Relationships Between Patterns

Semiotics, being fundamentally concerned with the difference between signifiers, sig-
nifieds, and signs, can also help define the relationships between patterns [81, 58, 60].
Some pairs of patterns will fundamentally be different: that is, both their signifier (de-
sign) and signified (intent) will be mutually unrelated. More interesting cases arise when
one (or both) of the parts of a pattern are similar, yet the pattern-descriptions as a whole
differ.

Uses The primary relationship between patterns is that one pattern may use another
pattern in its implementation. “Uses” is also known by longer names, including “re-
quires”, “completes”, or “follows”, (although “follows” can also mean that one pattern
is printed after another pattern in an Alexandrian pattern language). The key to this re-
lationship is that you must apply one pattern as part of applying the other pattern — for
this reason, the larger pattern is often called a compound pattern [63, 77].

The classic example from Design Patterns is the relationship between Composite
and Interpreter: as part of applying the Interpreter pattern, you must apply the Compos-
ite pattern to represent the language being interpreted (Fig. 11).
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Fig. 11. Design Patterns Interpreter structure showing Composite substructure [44]



In our semiotic approach, we recognise this relationship where two patterns have
a different intent (Composite models recursive structures, Interpreter interprets a lan-
guage), but where the implementation of the larger pattern is related to the pattern it
uses, as Interpreter’s implementation is related to the whole Composite pattern; see
Fig. 12.

interpreter interpreter composite composite
design design intent
interpreter composite
“interpreter" description "composite” description
interpreter pattern composite pattern

Fig.12. Composite and Interpreter Patterns

Alternative A second relationship between patterns is that two patterns can be alter-
natives, that is, they provide different implementations to address (some of) the same
problems. Design Patterns, for example, discusses how Decorator and Strategy provide
alternative designs to address problems of adding and changing responsibilities of ob-
jects, possibly dynamically. A Decorator changes the “skin” of an object, changing it
from the outside by adding a transparent wrapper, while a Strategy changes the “guts”
of an object, possibility requiring the object to be changed to be aware of the extension
[44, p. 180]. Both Strategy and Decorator are applicable to a wide range of common
problems, such as adding graphical decorations (title bars, close buttons) to windows,
or adjusting event-handling behaviour, but both clearly present different designs and
have some different consequences.

In our semiotic approach, we recognise this relationship where two patterns have a
similar intent (both Decorator and Strategy allow programmers to change objects), but
where the designs that support these intents are different (Figure 13).

Specialisation The third primary relationship between patterns is that one pattern can
be a specialisation of another (conversely, the second pattern can be a generalisation
of the first). Design Patterns again provides several examples, for example, a Factory
Method is a special kind of Hook Method that creates objects. In our semiotic model of
patterns, we recognise this relationship when two patterns present similar intents and
similar designs, but the more specialised pattern is more complex than the more general
pattern (see Fig. 14).



decorator decorator strategy strategy
design intent design intent
decorator strategy
description description

Fig. 13. Decorator and Strategy Patterns

factory method factory method hook method hook method
design intent design intent
factory method = hook method
"factory description "hook description
method" \ / method" \ /
factory method hook method
pattern pattern

Fig. 14. Factory and Hook Methods

For example, considering intent, both Factory Method and Hook Method allow sub-
classes to modify behaviour defined in their superclasses (similar intent), however Fac-
tory Methods modify this behaviour to change the type of object created (changing a
particular kind of behaviour). Considering implementation, both Factory Method and
Hook Method are typically implemented by specially-named abstract (C++ pure vir-
tual) methods that must be redefined in subclasses, however a Factory Method must re-
turn an object which is in some sense “new”, whereas the behaviour of a Hook Method
(qua Hook Method) is undefined.

Figure 14 shows how specialisation occurs primarily between first-order signs. Es-
pecially after disambiguating variants, the names of a specialised pattern may be related
to a more general pattern (a “Protection Proxy” is a special kind of “Proxy”) so there
may also be a specialisation relationship in the second-order sign.

6 Discussion

In this section we discuss further aspects of the semiotics of patterns and outline some
future directions for this work.



6.1 Misinterpreting Patterns

One of the biggest challenges in documenting patterns is to avoid their misinterpre-
tation® — that is, that someone reading a description of a pattern will not understand
(or understand imperfectly) the solution and the intent of the pattern being described.
When reading a program (or inspecting a building), we can similarly misunderstand the
patterns we find — the “cupboard” under the stairs is really a staircase to the basement
office, the door we expect to push must be pulled, and the code we think is the Observer
pattern is actually using Mediator, or is just a random bad design, and so on.

Our semiotic approach encompasses misinterpretation by making the possibility
explicit. While signifiers, by their nature, are concrete, tangible, and therefore public,
signifieds are abstract, intangible, and private mental concepts — when reading a pro-
gram or exploring a building, each of us alone constructs signifieds of any signs we
encounter. Due to this, it is perfectly possible to produce an “incorrect” mental image
of a signified for which a given signifier stands.

For example, upon reading some code or seeing a messy sketch like Fig. 2, we
could misinterpret the design as supporting the Decorator pattern (by missing the scrib-
bled asterisk for the many-to-one relationship); the Proxy pattern (by a more general
confusion); or even as the Prototype pattern (through ignorance, through weakness, or
through our own deliberate fault).

Semiotics makes clear that these kinds of misunderstandings can happen whenever
you use signs, so it should not be surprising that such misunderstandings arise with
patterns. Eco [35] describes semiotics as “the theory of the lie” precisely because these
misunderstandings are possible: we may construct a different signified to that intended
by the author of the signifier (especially when signifiers are polysemic); an incorrect
signifier can be maliciously presented or chosen in error; we could accidently interpret
something as a signifier when it is merely decoration; and so on.

In practice, Eco argues, we negotiate to clarify communication, repeatedly exchang-
ing our private concepts and eventually converging on an agreed shared public “mean-
ing” [36] — “red” means red (or “observer” means Observer) because the speakers
of the language tacitly agree on this sign. In programming language design, attention
has been recently called to the need for secondary notation, such as comments, even in
novel visual forms for programming [61]. In the patterns community, the shepherding
and workshopping of patterns at PLoP conferences provides an explicit forum for these
negotiations, and thus helps to manage misinterpretation of patterns [26].

6.2 Patterns and Pattern Languages

Alexander’s architectural patterns are contained within a larger structure of patterns
known as a pattern language [4, 3] — a tree or directed graph of patterns, similar in
structure to a formal grammar. Each individual pattern provides a single solution to a
single problem, and then, like a production rule in a grammar, uses (leads to or con-
tains) other patterns which address subproblems raised by that solution. The language
begins with an initial pattern (like a grammar’s start symbol) addressing a large scale

5 This observation is due to Frank Buschmann.



problem — how to organise all of human habitation — of which all the other patterns
transitively form subparts. The key advantage Alexander claims for this structure is that
it guides the reader through the process of design: beginning at the initial pattern, A
Pattern Language provides complete instructions from large scale town planning down
to decorating the edges of windowsills [3].

This is a fundamentally different structure from that used in “catalogues” or “sys-
tems” of patterns such as Design Patterns or Pattern-Oriented Software Architecture,
which are primarily collections of individual patterns. This difference gives rise to ques-
tions such as ““How can a collection of patterns be transformed into an Alexander-style
pattern language?”®.

Given the structural differences between a pattern collection and a pattern language,
converting a collection into a language would require a major refactoring of the collec-
tion [70]. To ensure one pattern relates one problem to one solution, we would need to
“normalise” the patterns — ensuring each pattern describes a single solution to single
problem, splitting problem variants (like the multiple uses of Proxy) and solution vari-
ants (like the multiple designs for Adaptor) into separate smaller patterns. Then, many
more patterns would have to be written to meet the structural constraints of a pattern
language: the Design Patterns, say, are nowhere near a complete prescription for pro-
ducing whole programs, as there is no initial pattern (presumably describing how to
build any kind of system) of which all the other patterns eventually form subparts.

The semiotic approach offers an alternative organisation for collections of patterns.
While grammars are useful for describing which sentences are correct, they do not de-
scribe the semantics of those sentences: rather, dictionaries and encyclopadia describe
the vocabulary of languages in terms of the semantics of signs and the relationships be-
tween them [19, 35, 36]. Indeed, most pattern books are structured this way, to a greater
or lesser extent (Design Patterns even describes itself as an “encyclopedia” (sic) [44,
p.357]) . Compared with a pattern language, an encyclopadia admits a richer descrip-
tion of the relationships between patterns, with not just the uses relationship, but also
alternative, specialisation, and arguably many secondary relationships as well [60].

An encyclopadia can be very similar to a pattern language in places. Where one
compound pattern uses another pattern (as with Composite and Interpreter in section 5.3)
a structure like a pattern language is created in a localised part of the pattern collection,
as and when it makes sense. Unlike a pattern language, this structure does not have to
encompass the whole encyclopadia, so a pattern author is not required to provide an
initial pattern describing a single large-scale problem, to ensure all patterns are subparts
of the initial pattern, or to omit patterns that do not fit.

Our semiotic approach allows us to describe a common vocabulary of patterns that
evolves over time, facilitated by negotiation involving its users, and so allowing an
evolutionary, rather than prescriptive, form of progress. New patterns can be added
to the vocabulary (or old patterns removed) without affecting its underlying structure,
in the same way that entries can be added or removed from a encyclopadia without
affecting the integrity of the encyclopadia. Several later patterns (such as Null Object
[79], Value Object [52, 12, 42], and Role Object [13]) have effectively been added to the

8 This question was posted to the design patterns mailing list by Mark Ratjens on 2 July 2001.



vocabulary originated by Design Patterns while some (such as Builder or Interpreter)
have almost fallen out of common use.

6.3 A More Detailed Semiotics of Patterns

The two-level semiotics we have presented (Fig. 4) is sufficient to address questions
of the structures, names, and relationships between object-oriented design patterns, and
also applies to other kind of patterns — we chose examples from Design Patterns sim-
ply because it is the best known software patterns collection. We plan to analyse the
semiotic structure of object-oriented designs and design patterns in more detail. For
example, patterns’ designs are partially presented using class diagrams (amongst other
diagrams and notations); these diagrams are themselves signs, relating a graphical de-
sign (signifier) to some class structure (signified).

We can also consider the pattern itself as participating in further semiosis — patterns
are actually written up as book chapters or web pages, so we can consider a pattern-
writeup as a sign, where the text of the pattern from the book is the signifier and a
pattern is the signified. The discussion of a pattern within a social context illustrates
another way a pattern can be treated as a sign: when a pattern is discussed it raises other
connotations in participants in the conversation (“Observer? that’s always too slow!”).

Finally, patterns are not alone as forms of knowledge about programming. Although
we have not yet considered them in depth, data structures and algorithms have a very
similar semiotic structure to that we have described for patterns in this paper: an al-
gorithm is a named description of a concrete signifier (typically code or pseudocode)
together with the analysis of the algorithm as its signified. Idioms and style rules, ar-
chitectures, idioms, and cliches may all be amenable to description within this kind of
semiotic framework.

7 Reated Work

On patterns and the patterns community Since the publication of Design Patterns
[44], patterns have become an accepted part of the literature of software engineering. A
number of other large-scale patterns texts have been published, some deriving directly
from Design Patterns, others describing new patterns for the technical design of sys-
tems, and still others describing patterns for methodologies or development processes.
Yet more individual patterns, or small collections of related patterns have been pub-
lished in the Pattern Languages of Program Design book series [28, 78, 48, 57] or have
been presented at various patterns conferences.

Probably the most important documents shaping and recording the development of
the patterns “community” are Coplien’s Software Patterns [23] and Pattern Language
for Writer’s Workshops [26]; Meszaros and Doble’s Pattern Language for Pattern Writ-
ing [58] (which neatly sidesteps social restrictions on patterns criticism by employing
the pattern form to that end); and the virtual records on the WikiWikiWeb [31]. Gabriel’s
Patterns of Software [43] and Lea’s Christopher Alexander: An Introduction [54] also
provide exegeses of Alexander, including an introduction to some of his more recent



theorising [11]. In as much as any theory of patterns is presented in these works, it fol-
lows Alexander explicitly — the patterns conferences are named “Pattern Languages
of Programming” (our emphasis) for just this reason.

On analysis of relationships between patterns Given this flood of primary material
there has been surprisingly little analysis of patterns — partly due to an explicit value of
the patterns movement to eschew reflexion in favour of action [21]. Zimmer provided
some early analysis on the relationships between patterns latent within Design Patterns
[81]. Many authors of patterns collections proceeded to develop individual schemes of
pattern relationships: we have surveyed many of these in previous work [60]. These
schemes are generally either based upon Alexander-style pattern languages, or are vari-
ations of the relationships we analyse in section 5.3.

Although there have been no complete attempts at restructuring Design Patterns,
Schmidt et. al. [70, p.509] and Coplien [25] have attempted to convert smaller collec-
tions of patterns into pattern languages, and Dyson and Anderson have converted the
State pattern into a fragment of a pattern language [33].

A more original (and less Alexandrian) analysis of design patterns are the compound
(or composite) patterns investigated by Riehle and Vlissides [63, 77]. Riehle shows how
complex patterns such as Bureaucracy [65] can be composed from simpler patterns
using a role analysis similar to OORAM [62] — essentially the “uses” relationship
between patterns. This role analysis also formed the theoretical basis of a catalogue
of patterns [64]. Compared to our work, the role analysis gives more insight into the
solutions provided by more complex patterns, but does not address the intents or names
of patterns, and is not situated with any conceptual framework.

Tichy produced an early classification of many of the patterns from Design Patterns
and Pattern-Oriented Software Architecture [75]. More recently the Patterns Almanac
[67] catalogues many patterns published in book form. The classifications underlying
these catalogues are generally coarse-grained, and designed to help programmers rather
than being based on an underlying theory.

Agerbow and Cornlis [1] analysed the Design Patterns to determine how many pat-
terns were artifacts of programming language, that is, given a sufficiently powerful lan-
guage how many patterns could be expressed using language features directly, and Gil
and Lorenz have developed a similar taxonomy [45]. Coplien and Zhao recently anal-
ysed the interactions between patterns and programming languages, in particular where
programming language features are not orthogonal (“asymmetrical” in their terminol-
ogy) [29,27], and have analysed this using group theory [80]. Meanwhile, a separate
branch of research has focused on applying theory from functional programming to
patterns, often focusing on the recursive combination of patterns such as Visitor, [52,
55, 76]. While this work may explain many of the subtleties of implementations of
individual patterns, it does not address programmers’ use of patterns to produce and
communicate designs, that is, the semiotic aspects of patterns.

On pattern tools and formalisms Rather than analyse patterns per se, some work on
describing, categorising or recognising patterns has been carried out in order to build



tools that support patterns or formalisms that describe them. The earliest work here in-
volved systems that generated code for particular patterns [15, 73]; more recently some
support for patterns has been incorporated into experimental CASE tools or program-
ming environments [37, 40, 56, 16]. Several design notations for patterns have also been
proposed — the UML standard now supports patterns by way of parameterised collab-
orations [69] and a number of more powerful visual techniques have been developed
[53, 74]. While several of these systems are useful in practice, in terms of underlying
theories of patterns this work has often been completely ad-hoc (e.g. generating what-
ever code seemed to be required at the time) or has generalised constructs from object-
oriented design to represent patterns. The catch is that such approaches miss much of
the articulation revealed by our semiotic model: subtleties such as the way the same
implementation could support either the Strategy or Decorator pattern, or the multiple
implementations of the Adaptor pattern, cannot be captured by these approaches.

Formalisms (generally based upon logic rather than grammars or semiotics) have
also been employed to describe patterns. LePUS, for example, describes patterns in the
context of a multi-level object model framework [38]; other work has used a variety
of formal models to capture designs and patterns (e.g. [59]). Again, inasmuch as this
work is based on any underlying rationale, they are extensions of concepts drawn from
object-oriented design, or naively justified as obviously correct for patterns.

Pattern-Lint performs static and dynamic analyses of programs to check that they
comply with higher level models [72], ArchJava can similarly relate a program’s struc-
ture to its implementation [2], and Jacobsen, Nowack, and Kristensen have applied
conceptual modelling to software artifacts and development processes [50]. Although
this work is not strictly related to patterns, nor explicitly semiotic, it does take account
of the “possibility of lie” [35], that is, it accepts that a design not the same thing as a
program, but a (possibly incorrect) signifier.

On semiotics Although semiotics has adapted to study many areas of cultural practice
from high culture to comics, there has been surprisingly little work in the direct appli-
cation of semiotics to computer science. Peter Bagh Andersen has completed the most
work in this area, establishing a sub-field of Computer Semiotics focusing on human-
computer interaction and the programming required to support user interfaces and per-
vasive computing, but also addressing a broader background [7, 9, 8, 10]. Andersen also
argued for a semiotic approach to information systems, rather than relying solely upon
generative grammars or logic [6]. Gougen has established Algebraic Semiotics, also
primarily concerned with user interface design [47] and design notations [46], focusing
on formal systems.

Regarding semiotics more generally, Semiotics for Beginners is quite approachable
(with many pictures!) [19] and a variety of readers and companions are often intelligible
even to readers with technical backgrounds [34, 39, 18]. The semiotics used in this paper
is a very small part of that proposed by Eco [35].



8 Conclusion

In this paper, we have described how object-oriented design patterns can be analysed as
signs. A pattern-description is a sign where a pattern’s solution is the signifier and the
intent is the signified. Then, a pattern is a second order sign where a name is a signifier
and a pattern-description is the signified.

Treating patterns as signs provides us with an analytic framework that is based on
semiotics, rather than logic, mathematics, mysticism, or a metaphor without a name.
Using this framework, we have addressed a number of common questions about pat-
terns — explicating patterns that propose similar designs or have similar intents, that
have many names or share names, and clarifying the relationships between patterns.
Semiotics also allows us to analyse misinterpretations of patterns, and the role of pat-
terns in creating an evolving common vocabulary of program design.

We hope that this framework can provide a platform for future progress in the re-
search and application of design patterns.
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